US009389847B2

a2z United States Patent (10) Patent No.: US 9,389,847 B2
Cameron et al. 45) Date of Patent: Jul. 12, 2016
(54) SELECTION OF RELEVANT SOFTWARE 7984417 B2 7/2011 Ben-Zvietal.
BUNDLES 7,996,814 Bl 8/2011 Quresh1 et al.

8,006,224 B2 8/2011 Bateman et al.
8,145,677 B2 3/2012 Al-Shameri et al.

(71)  Applicant: VMware,Inc., Palo Alto, CA (US) 8,341,595 B2 12/2012 Amer et al.
8,515,981 B2 8/2013 Nakamoto et al.
(72) Inventors: Stefan Cameron, Mountain View, CA g,ggg, égé g% égg }3 E;l_rkhartlet al.
; B 5 yu et al.
(US); John Powell, Scotts Valley, CA 8671387 B2 32014 Quine et al.
(Us) 8,752,015 B2 6/2014 Basak et al.
8,972,872 B2 3/2015 Labrou et al.
(73) Assignee: VMware, Inc., Palo Alto, CA (US) 2004/0039801 A9*  2/2004 Srinivasan ............ HO04L 67/02
709/221
(*) Notice: Subject to any disclaimer, the term of this 2004/0250237 Al* 12/2004 Simonyi ............ccooee G0761F7§1/ gg
patent is extended or adjusted under 35 2005/0216111 Al 9/2005 Ooshima et al.
U.S.C. 154(b) by 0 days. 2005/0273761 AL* 12/2005 Torgerson .......... GOGF 3/04883
717/113
(21) Appl. No.: 14/318,614 2006/0190408 Al 8/2006 Cook et al.
2006/0250981 ALl™* 112006 Li .ccccovevveviecnnn HO4L 41/0806
(22) Filed:  Jun.28,2014 . 370254
2007/0038983 Al* 2/2007 Stienhans ................ GOG6F 8/70
. s 717/127
(65) Prior Publication Data 2007/0039001 Al 2/2007 Briccarello et al.
US 2015/0378712 Al DeC 31 2015 2007/0083716 Al* 4/2007 Rayimony ........... GO6F 12/0831
U 711/141
2007/0083926 Al 4/2007 Burkhart et al.
(51) Int.CL 2008/0208827 A1* 82008 Adir ...ooooooren... GOGF 17/30604
GOG6F 9/144 (2006.01) 2008/0215468 Al 9/2008 Monsa-Chermon et al.
GO6F 9/445 (2006.01) 2009/0213128 Al 82009 Chen
2009/0265699 Al  10/2009 Toeroe
gzgﬁ ;jzjgft (381281) 2009/0300586 Al  12/2009 Bernardini et al.
( 01) 2010/0180255 Al 7/2010 Chung et al.
(52) US.CL 2010/0241873 Al 9/2010 Miyazawa
CPC ..o GO6F 8/65 (2013.01); GOGF 3/0482 2010/0275213 Al 10/2010 Sakai
(2013.01); GOGF 3/04842 (2013.01) (Continued)
(58) Field of Classification Search . . .
CPC oo GOGF 8/65: GOGF 8/70; GOGF /71 L rimary Examiner — Chameli Das
See application file for complete search history. (57) ABSTRACT
(56) References Cited In a computer-implemented method for selection of relevant
software bundles selection of targets in a datacenter for updat-
U.S. PATENT DOCUMENTS ing software associated with the targets is enabled. In
_ response to the selection, software bundles relevant for updat-
5,867,711 A 2/1999  Subramanian et al. ing software associated with at least one of the selected tar-

2’§$;’;}§ ﬁ égggg Eﬁd etal gets are displayed. Selection of the software bundles is
6,748,515 Bl 6/2004 Hendrickson et al. enabled.

7,480,900 Bl 1/2009 Zhou et al.

7,895,572 B2 2/2011 Stienhans et al. 14 Claims, 18 Drawing Sheets

ENARILE A SELECTION OF TA!
SOFTWARE ASS

N A DATACENTER FOR URDATING
D WITH THE TARGETS
0

<| ENABLE SELECTION OF SAID SOFTWARE BUNDLES ‘
1230

I
'
'
'
1
'
b
'
T
:

MD QTHER TARGETS

AUTCMATIGALLY DETERMINE DEPENDENCY RELATIONSHIPS BETWEEN
SAi A
124




US 9,389,847 B2

Page 2
References Cited 2013/0124372 Al 5/2013 Bouw et al.
2013/0145349 Al 6/2013 Basak et al.
U.S. PATENT DOCUMENTS 2013/0185807 Al 7/2013 Rodriguez et al.
2013/0191345 Al* 7/2013 Banerjee ............. GO6F 17/3007
2010/0293483 Al* 11/2010 Austin ......coooooo.... GO6F 8/34 _ 707/649
715/760 2013/0238468 Al 9/2013 Pangrazio et al.
2011/0179252 Al 7/2011 Master of al. 2013/0282748 Al 10/2013 Liensberger et al.
2014/0006951 Al 1/2014 Hunter
2011/0202548 Al 8/2011 Nakamoto et al. 5014/0237625 Al 82014 Zatsepin
2012/0044534 Al1* 2/2012 Ichikawa ............. G0613:53é/112(1)451 2015/0294377 Al 10/2015 Chow
2013/0110675 Al 5/2013 Bouw et al. * cited by examiner



U.S. Patent Jul. 12, 2016 Sheet 1 of 18 US 9,389,847 B2

100~
DEVICE STORAGE
110 120
BROWSER 112 BUNDLES 122
SOFTWARE MANAGEMENT MODULE

136
CACHE | | UNIFIED BROWSER MODULE DEPENDENGCY
131 132 DETERMINING
METADATA ACCESSOR 135 MODULE 133

DEFERDENCY DETERMINER
PLAN DISPLAYER 138 137
BUNDLE DISFLAYER 139
PLAN SCHEDULE EULA DEDUPLICATION MODULE
MODULE 138
134
TARGET ACCESSOR 141 EULA ACCESSOR 144
BUNDLE ACCESSOR 7142 EULA COMPARATOR 145

PLAN SCHEDULER 143 EULA DISPLAYER 146

SYSTEM

154
DEVICE DEVIOE
180 s e 160N
SOFTWARE SOFTWARE
162 162N
\ J

FIG. 1



US 9,389,847 B2

Sheet 2 of 18

Jul. 12, 2016

U.S. Patent

09z {

5588 op ‘sibie; oy ‘saseyd ¢ €105 |
4 ) )
~ hL A L 2o e 4 TTVOANTUNIET
afiveys | A NA L
aBueus L Oy A WA T
abueys | a-v-A WAL
abueys wy-A INA T VQVN
aBueyn ¢ G O-A WA T
-5 A WA I
sjieisq g4 WA I
HHUBLD BIEAMYGS | 8ABY U] papmIbidn &g
0} D& JSOH UG JuRpURdEp ¢ w-O-A A W VEANA ~
SHURICE JENIIA A
® sfEleq yse )
\\\\ sebueys g F-A 1804 [ ™
) sobueys 2 3-A10H [
§ sebueyo 7 Q-A3soH [ 02
\\ﬁn\ . ssfuByD 7 DA ¥soH § oee
%\\x\ | s9BUBYD T g-A 1504 [
| \&% sobusp 7 -4 350H 5 Y,
= sabueys z1 SIS0H «
M ueBy oous X" ofie shep g pelepdn 1987 {18 'SRIOUSPUSTAD PRAJOTRILN SLUOS SBY Ligld 4 0s¢
— 2] 9l gl ¥l gl 4 £
SOEWY ] HERL sopng weep | oBusyn ssEmBog wbing -]
« adiy 1ebBae g Ag dnosn \> opun ugid eyl woy v@ﬁ&ﬂ aiem siebie/sysel & % a SUOHOY Y w,m PRy op —0i<
~¥% 0 (oo ) \ \ \ swep ueld [J] u
0zZ Fie - 21z 00z



US 9,389,847 B2

Sheet 3 of 18

Jul. 12, 2016

U.S. Patent

Ve Oid

aweN sjpung eEMios (@) ~
awew sipung semies ©)
sy apung semcg &)
swe apung sremiog (&)
DUBN BJPUNG SIRMBOS Q
swey spung aemues @)
suien Sjpung eEMyos @)
awen siping alemics (@)
awen sjpung ssemyog &)
awey appung semiog (@
sweN Bppung siemog (@)
swep sipung wemyog @
suen sjpung eemyos @
sty epung apmcs @) Y,

>01¢

SYPUNG JRMPOS

BUIBN JORUBA GLneLe <gtAy himly  suweN R4
BB IOPUBA At} <adhyjsluel-  aWeN smEsy
BUIBN JOPUSA SIS A A <304 196 sweN Aaumeed @
BEN JOPUBA RS <atd] jobiel>  owen smpsy @
BUIEN IOPUBA oLoeVz <304} 1ebien. suen aneed @
SUIBN JGPUBA (A4 <otf] whiRl> QWBN SMB34 @
BUIEN JOPUBA RN A A <adfyjele  swey emesy (§)
SUIBN JOPUDA LT <oUfy bl oweN BiruRe 4
BUEN JOPUBA 0LOE T <30y jebieps  BlE snes
GUIRN SOPUSA VL <80/ 10fuRly  DWEN MRS 0
AUEN JOPUBA oLOE Lz <B0A] pfiel LB BINiesY @
BUIBHN IOPUBA VT «<36A} 186l SUWBN AINRed @
_ wxﬁ?»su?ﬁ 0L0T e <otdy pfie)>  ewen uniesy @)
_ BWEN JOpUBA VL7 <adfyphe  suwey emesd B
[erAN Ar 38} SUCISION addj yaliey auien
ﬁ u US| sepung esdenes [ asuoiy {0} “ ON%

~ SUORDY _mw%a:m sremios (0

EE ]

T

sey O

I MEETRI & o

{»] ABICH >

£

o dion | aJORESREUDY | @)

/

DG WMINYSEYY] POOIY SIEMUIA

M y00¢g



US 9,389,847 B2

Sheet 4 of 18

Jul. 12, 2016

U.S. Patent

& "OI4

“rRIst SeWos uendissagy

o5¢e

AuiBN J0DUSA

U

shey
oudinsen
LHOpUAA

31801 otiy etuel

S04
BN oaEad

SUDISIBA
DUIBN

N

0°Z Bipung eMog

aleN oppting srevyos @ ||| ~

swey Pipung semyos (©)
auseN apung siemyos @)
swep sipung siemyos @)

sfe} peleisdoq euiuor <30 18881 01
BUER BIPUNG DiBM
she . poipsedas aauwoy <ol 1o ) N opLng HoS 0
- . sueN sipung aemyog (@)
. mw« 1 paiesdaq euine) <204} Eo,_m,fz Ll SUIEN DIPUNY EMYCS @ V oLe
ove sBey powiedag BLUWOD «304) 198> Z'1 SUBN 9pUng S1EM0S Q
sPey peesadag BUIUOD <adAy jofiies 0z SUIBN DiPUng 8I8MJ0S @
sBe} peendes wwiwod <adfy jabiel> L' SLUEH AiPLR SIEROS (o)
awen sipung ssemjo
shey adfy 3ebiny BOISIBA N oipung a1em05 @
SWeN sipung 2iemlog (@)
¥ asucgoy {03 _ ® o slieN Sipung asenyeg (3)
suien oipung asenyog (@) <
gy sswoo wonduosag ucndunsen
SUIBN JOBUBA LOPUBA _ SUlung QiEMing
ORg 8180+ :adAy yelimy
9 SUDISIOAR A3 sbeg O
AUEN sived : Y]
N Bimesd SuEN 1 @E) SOIPUNG Siemog @)
{ - SHONOY _mmmwcwm SIBMYPOS 0\ | g [a] @EOIVk
7 7
w diaH | A JOIRASIILOY | () \ \ PN NoNPSEYU] BNOID SIBMIUUA
H008



U.S. Patent Jul. 12, 2016 Sheet 5 of 18 US 9,389,847 B2

400
N

ENABLE SELECTION OF A TARGET FROM A PLURALITY OF TARGETS
N THE DATACENTER FOR SCHEDULING OPERATIONS ON THE
SELECTED TARGET 410

¢

ENABLE SELECTION ONE OR MORE BUNDLES, WHEREIN THE PLAN
OF OPERATIONS ON THE SELECTED TARGET ARE BASED ON THE
ONE OR MORE BUNDLES 420

'

DETERMINE DEPENDENCY RELATIONSHIPS BETWEEN THE
SELECTED TARGET AND OTHER TARGETS IN THE PLURALITY OF
TARGETS BASED ON THE SELECTION OF ONE OR MORE BUNDLES
430

:

SCHEDULE THE PLAN OF OPERATIONS ON THE SELECTED TARGET

T 440
|

|

|

| DISPLAY A LIST OF THE PLURALITY TARGETS
§‘ > 450

i

|

‘L. > DISPLAY A SEQUENCE OF STEPS OF THE PLAN

460

OSSR ST U UUURUUUN PN

DISPLAY THE ONE OR MORE BUNDLES APPLICABLE TO THE
— > SELECTED TARGET 470




U.S. Patent Jul. 12, 2016 Sheet 6 of 18 US 9,389,847 B2

500 ™

RECEIVE A SELECTION OF TARGETS FROM A GROUP OF TARGETS
FOR SOFTWARE UPDATES
510

l

RECEIVE A SELECTION OF BUNDLES EACH COMPRISING UPDATED
SOFTWARE FOR ONE OR MORE OF THE SELECTED TARGETS
820

!

AUTOMATICALLY DETERMINE DEPENDENCY RELATIONSHIPS
BETWEEN THE SELECTED TARGETS AND OTHER TARGETS IN THE
PLURALITY OF TARGETS BASED ON THE SELECTED BUNDLES
530

v

SCHEDULE A PLAN OF THE SOFTWARE UPDATES ON THE
SELECTED TARGETS 540

DISPLAY BUNDLE ATTRIBUTES SELECTED FROM A GROUP
CONSISTING OF: NAME, VERSION NUMBER, TARGET TYPE, VENDOR
NAME, BUNDLE DESCRIPTION 550

v

DISPLAY A WARNING OF UNRESOLVED DEPENDENCIES
560

DISPLAY TASK DETAILS OF THE PLAN OF SOFTWARE UPDATES
570

A

DISPLAY A SEQUENCE OF STEPS OF THE PLAN
480

e L e
\ Y

-
L4

ENABLE USER INTERACTION WITH EACH OF A SEQUENCE OF
STEPS OF THE PLAN 590




US 9,389,847 B2

Sheet 7 of 18

Jul. 12, 2016

U.S. Patent

099 {

0co

kLG

zig-—"

L T 7 < syse1 gyive ‘siofie) Lpyzz ‘seseud o7 eIoy | v D59
[ ow ]
= (717} ss0uboi g uf | efueyd | ¥-0rA WA TH
{211} pappyduing | safiueya 7 DA 1504 7] 5¢d
sofupya TrAS0H -
{z/7) ssauboid u | eBusyo i I-EA WA N
(z/7) ssaubioig vy | efueyo ¢ OgA WA I
Aw 3 & Lot }.)@. BN @
apziBdn v-A 150H simeg sefaey A & chw
uonesedsid 3-y-A NA uo pspusdeq | A D
{uny) swenN udled Alunoes speisg desg  TAISOM @
IW-A WA s jelie) LA JSOH Y
ysEd Anoes Builidoy
CeBIdWo) %Y (WA | N
) syiplegy ey | WALH
R e R VA WA LH
— (z/z) sseiBoid up | oBuByd | BYA WA 05 > 09
I T {(zre) ssaufoud u| ofiueys | YA WA CH
L {12} pojeduion | ssbueyo g vi1s0m F |
'~ sefusyo CUGIIA G YA 150 A
] 4 3 G 4 ;
SASBY NSE§ ~ smels ysey | sbueyn ssemyoeg 1efiae g -
« fouapuadsg [Ag dnoigy » » » ~SLORY Iy 08 peyds | 048
-8 00 m gInoaxs Aw \ \ \ ugig meN [
r J

V/QQ.@



U.S. Patent Jul. 12, 2016 Sheet 8 of 18 US 9,389,847 B2

700 ™

ENABLE SELECTION OF A TARGET FROM A PLURALITY OF TARGETS
IN THE DATACENTER FOR SCHEDULING OPERATIONS ON THE
SELECTED TARGET 710

'

ENABLE SELECTION ONE OR MORE SOFTWARE BUNDLES, WHEREIN
THE PLAN OF OPERATIONS ON THE SELECTED TARGET ARE BASED
ON THE ONE OR MORE SOFTWARE BUNDLES
740

'

DISPLAY A UNIFIED VISUALIZATION OF THE PLAN OF OPERATIONS
ON THE SELECTED TARGET VIA A UNIFIED BROWSER, WHEREIN THE
T ] UNIFIED BROWSER DISPLAYS THE PLAN OF OPERATIONS WITH A
COMMON LOOK AND FEEL 730

EXECUTE THE PLAN OF OPERATIONS ON THE TARGET
748

v

DISPLAY PROPERTIES OF EXECUTION OF THE PLAN OF
OPERATIONS VIA THE UNIFIED BROWSER, WHEREIN THE UNIFIED
BROWSER DISPLAYS THE PROPERTIES OF EXECUTION OF THE
PLAN OF OPERATIONS WITH A COMMON LOOK AND FEEL 750

Y

DETERMINE DEPENDENCY RELATIONSHIPS BETWEEN THE

—»1  SELECTED TARGET AND OTHER TARGETS IN THE PLURALITY OF

TARGETS BASED ON THE SELECTION OF ONE OR MORE BUNDLES
760

ENABLE USER INTERACTION WITH THE PLAN OF OPERATIONS ViA

S R A e

> THE UNIFIED BROWSER
772
— DISPLAY A SEQUENCE OF STEPS OF THE PLAN

£80

FIG. 7




U.S. Patent Jul. 12, 2016 Sheet 9 of 18 US 9,389,847 B2

800 ™

RECEIVE A SELECTION OF TARGETS FROM A GROUP OF TARGETS
FOR SOFTWARE UPDATES
814

1

RECEIVE A SELECTION OF BUNDLES EACH COMPRISING UPDATED
SOFTWARE FOR ONE OR MORE OF THE SELECTED TARGETS
820

1

DISPLAY A UNIFIED VISUALIZATION OF PLAN OF OPERATIONS,
WHEREIN THE PLAN OF OPERATIONS COMPRISES THE SOFTWARE
— - UPDATES, AND WHEREIN THE SOFTWARE UPDATES IN THE PLAN OF
OPERATIONS COMPRISES THE SAME LOOK AND FEEL

830

"—"—'—"“'—"1

EXECUTE THE PLAN OF OPERATIONS

g 840

|

|

[

; DISPLAY PROPERTIES OF EXECUTION OF THE PLAN OF

L gl OPERATIONS VIA A UNIFIED BROWSER, WHEREIN THE UNIFIED
{ BROWSER DISPLAYS THE PROPERTIES OF EXECUTION OF THE
: PLAN OF OPERATIONS WITH THE SAME LOGK AND FEEL 8§50

[

:.. —p AUTOMATICALLY DETERMINE DEPENDENCY RELATIONSHIPS

‘ BETWEEN THE SELECTED TARGETS AND OTHER TARGETS

[ IN THE PLURALITY OF TARGETS BASED ON THE

[ SELECTED SOFTWARE BUNDLES 860

[

[

:_’ ENABLE USER INTERACTION WITH THE PLAN OF OPERATIONS VIA
| THE UNIFIED BROWEER

| 870

|

[

‘L — ] DISPLAY A SEQUENCE OF STEPS OF THE PLAN

880

8




U.S. Patent Jul. 12, 2016 Sheet 10 of 18 US 9,389,847 B2

ACCESS METADATA FROM A PLURALITY OF DISPARATE SOFTWARE
BUNDLES FOR UPDATING TARGETS IN A DATACENTER
210

,

DISPLAY A UNIFIED VISUALIZATION OF A PLAN OF OPERATIONS ON

THE TARGETS VIA A UNIFIED GRAPHICAL USER INTERFACE BASED

— - ONTHE ACCESSED METADATA, WHEREIN THE UNIFIED GRAPHICAL

USER INTERFACE DISPLAYS THE PLAN OF OPERATIONS WITH A
COMMON LOCK AND FEEL 820

DISPLAYING A UNIFIED VISUALIZATION OF AN EXECUTION OF THE
PLAN OF OPERATIONS VIA THE UNIFIED GRAPHICAL USER
INTERFACE BASED ON THE ACCESSED METADATA, WHEREIN THE
UNIFIED GRAPHICAL USER INTERFACE DISPLAYS THE EXECUTION
OF THE PLAN OF OPERATIONS WITH A COMMON LOOK AND FEEL
83¢

v

AUTOMATICALLY DETERMINE DEPENDENCY RELATIONSHIPS
BETWEEN THE TARGET AND OTHER TARGETS
240

ENABLE USER INTERACTION WITH THE PLAN OF OPERATIONS VIA
THE UNIFIED GRAPHICAL USER INTERFACE
850

Y

A e
Y

Y

DISPLAY A SEQUENCE OF STEPS OF THE PLAN
960




U.S. Patent Jul. 12, 2016 Sheet 11 of 18 US 9,389,847 B2

1000~
™

ACCESS METADATA FROM A PLURALITY OF DISPARATE SOFTWARE
BUNDLES FOR UPDATING TARGETS IN A DATACENTER, WHEREIN
THE METADATA IS ACCESSED IN RESPONSE TO USER SELECTION
OF THE PLURALITY OF DISPARATE SOFTWARE BUNDLES
1010

v

DISPLAY A UNIFIED VISUALIZATION OF A PLAN OF OPERATIONS ON
THE TARGETS VIA A UNIFIED GRAPHICAL USER INTERFACE BASED
ON THE ACCESSED METADATA, WHEREIN THE UNIFIED GRAPHICAL
USER INTERFACE DISPLAYS THE PLAN OF OPERATIONS WITH A
COMMON LOOK AND FEEL 1020

DISPLAY A UNIFIED VISUALIZATION OF AN EXECUTION OF THE PLAN
OF OPERATIONS VIA THE UNIFIED GRAPHICAL USER INTERFACE
BASED ON THE ACCESSED METADATA, WHEREIN THE UNIFIED
GRAPHICAL USER INTERFACE DISPLAYS THE EXECUTION OF THE
PLAN OF OPERATIONS WITH A COMMON LOOK AND FEEL
1430

Y

AUTOMATICALLY DETERMINING DEPENDENCY RELATIONSHIPS
ASSOCIATED WITH THE TARGETS
1040

v

ENABLE USER INTERACTION WITH THE FLAN OF OPERATIONS ViIA
THE UNIFIED GRAPHICAL USER INTERFACE
1050

Y

ENABLING USER INTERACTION WITH THE PLAN OF OPERATIONS VIA
THE UNIFIED GRAPHICAL USER INTERFACE DURING EXECUTION OF
THE PLAN OF OPERATIONS 1060

v

DISPLAY A SEQUENCE OF STEPS OF THE PLAN
1070

Y

EXECUTE THE PLAN OF OPERATIONS
108¢

G. 10

e e e e I

Y




US 9,389,847 B2

Sheet 12 of 18

Jul. 12, 2016

U.S. Patent

ﬁ jgouen g ﬁ WO sabueyn 7z PSR b
awiepy Be g ‘owen Bey swepn ey whey
S804 a0 sjqesijddy
LL0Z EZ uep ejegy prodn
SLUBN JODUBA UOpUBA
“rasey saueo uondussag uonduose]
oz TLOISIOA
suieN aipung By sjpung
0% X883 (UCRBRMOU] AUBIWING 4
¥ Bipungy ]
oexsa 4 [
opeiddn Loy oy qejpung ]
spesBdpn L0 oy Bapung ]
SR 00y - Zapung L]
ISy ooy - Aspung ]
jesuy 00y - Xapung ]
sy ooy - UyXs3 & [
add} UsISIBA BjPUNY  UCISISA DBIRISYY ajpung
e ﬂ - | CEEETERY) TAQ gdnoigy

sjefle) pepos|ss sy 0} PPR O} S8ipUNy 1088
ss|pung

sisop (2 J[] soipung oopes

> 0CLL

Yzzis

A/bmi

chil

A/E\:



U.S. Patent

Jul. 12, 2016 Sheet 13 of 18 US 9,389,847 B2

1200
TN

ENABLE A SELECTION OF TARGETS IN A DATACENTER FOR UPDATING
SOFTWARE ASSOCIATED WITH THE TARGETS
1210

l

N RESPONSE TO THE SELECTION, DISPLAYING SOFTWARE BUNDLES
RELEVANT FOR UPDATING SOFTWARE ASSCCIATED WITH AT LEAST
ONE OF THE SELECTED TARGETS 1220

DISPLAY SOFTWARE BUNDLES
FOR UPDATING SOFTWARE
ASSQCIATED WITH MORE THAN
ONE OF THE SELECTED
TARGETS 12271

DISPLAY SOFTWARE BUNDLES
FOR MAINTAINING
HOMOGENEITY BETWEEN AT
LEAST TWO OF THE TARGETS
1222

DISPLAY SOFTWARE BUNDLES
FOR MAINTAINING NON-
HOMOGENEITY BETWEEN AT
LEAST TWO OF THE TARGETS

DISPLAY SOFTWARE BUNDLES
FOR CHANGING AT LEAST TWO
OF THE TARGETS TO CHANGE
FROM BEING HOMOGENOQUS TO
NON-HOMOGENEOUS
1224

DISPLAY SOFTWARE BUNDLES FOR CHANGING AT LEAST TWO OF
THE TARGETS TO CHANGE FROM BEING NON-HOMOGENQUS TO
HOMOGENEQOUS 1225

:

ENABLE SELECTION OF SAID SOFTWARE BUNDLES
1230

R |

AUTOMATICALLY DETERMINE DEPENDENCY RELATIONSHIPS BETWEEN
SAID TARGETS AND OTHER TARGETS
1240




U.S. Patent Jul. 12, 2016 Sheet 14 of 18 US 9,389,847 B2

) 300\‘

RECEWE A SELECTION OF TARGETS IN A DATACENTER FOR UPDATING
SOFTWARE ASSOCIATED WITH THE TARGETS
1310

IN RESPONSE TO THE SELECTION, DISPLAY SOFTWARE BUNDLES
RELEVANT FOR UPDATING SOFTWARE ASSOCIATED WITH AT LEAST
ONE OF THE SELECTED TARGETS 1320

DISPLAY SOFTWARE BUNDLES
FOR CHANGING AT LEAST TWO
OF THE TARGETS TO CHANGE
FROM BEING HOMOGENDUS TO
NON-HOMOGENEQUS
1322

DISPLAY SOFTWARE
BUNDLES FOR CHANGING AT
LEAST TWO OF THE TARGETS

TO CHANGE FROM BEING
NON-HOMOGENOUS TO
HOMOGENEQOUS 1324

l

RECEIVE A SELECTION OF THE SOFTWARE BUNDLES
1330

[ o e e e e o e e e e

AUTOMATICALLY DETERMINE DEPENDENCY RELATIONSHIPS
BETWEEN THE TARGETS AND OTHER TARGETS
1340

FIG. 13



U.S. Patent Jul. 12, 2016 Sheet 15 of 18 US 9,389,847 B2

SOFTWARE SOFTWARE
BUNDLE 1420 BUNDLE 71430
EULA EULA
1422 1432

UNIFIED BROWSER
112

UNIFIED EULA
1410

| ADDITIONAL INFORMATION
| 1412 |




U.S. Patent Jul. 12, 2016 Sheet 16 of 18 US 9,389,847 B2

1 5@0\‘

ACCESS AN END USER LICENSING AGREEMENT (EULA) FROM A
SOFTWARE BUNDLE 1570

’

DISPLAY ONLY A SINGLE INSTANCE OF THE EULA SUCH THAT
THERE IS A DEDUPLICATION OF PLURALITY OF INSTANCES
OF EULAS 1520

DISPLAY THE SINGLE INSTANCE OF THE EULA DURING EXECUTION
OF A PLAN QF OPERATIONS
1530

RECEIVING AN ACCEPTANCE OF THE SINGLE INSTANCE OF A
EULA IN PLACE OF AN ACCEPTANCE FOR EACH OF
THE PLURALITY OF EULAS 1540

T oaT T T
v

v

o -

{
Y

ADD ADDITIONAL CONTENT TO THE SINGLE INSTANCE OF THE EULA
1550

FIG. 15



U.S. Patent Jul. 12, 2016 Sheet 17 of 18 US 9,389,847 B2

16(}‘0\

ACCESS A FIRST END USER LICENSING AGREEMENT (EULA) FROM A
FIRST SOFTWARE BUNDLE
1610

!

ACCESS A SECOND EULA FROM A SECOND SOFTWARE BUNDLE,
WHEREIN THE FIRST SOFTWARE BUNDLE AND THE SECOND
SOFTWARE BUNDLE ARE FOR UPDATING TARGETS
IN A DATACENTER 1620

l

DETERMINE THAT THE FIRST EULA AND THE SECOND EULA ARE
SUFFICIENTLY SIMILAR TO ALLOW SAID FIRST EULA AND SAID
SECOND EULA TO BE ACCEPRTED BY A SINGLE ACCEPTANCE
1630

l

DISPLAY ONLY A SINGLE INSTANCE GF A EULA IN PLACE OF
DISPLAYING THE FIRST EULA AND THE SECOND EULA SUCH THAT
THERE 1S A DEDUPLICATION OF EULAS
1640

|

DISPLAYING THE SINGLE INSTANCE OF THE EULA DURING
EXECUTION OF A PLAN OF OPERATIONS
1650

v

ENABLE ACCERTANCE OF THE SINGLE INSTANCE OF AEULA
IN PLACE OF AN ACCEPTANCE FOR THE FIRST EULA AND
THE SECOND EULA 1860

DISCARDING INSIGNIFICANT PORTIONS OF THE FIRSTEULA
OR THE SECOND EULA 1670

ks Sy R
¥

Y

ADD ADDITIONAL CONTENT TO THE SINGLE INSTANCE OF THE EULA
1680

FIG. 16

[ ———

|
Y




U.S. Patent Jul. 12, 2016 Sheet 18 of 18 US 9,389,847 B2
HOST COMPUTER SYSTEM 1700
VM 1710 VM 1770N
APPLICATIONS
1712

GUEST 08 1714

‘ HYPERVISOR 1720 ‘
VMM 1722 VMM 1722N
VIRTUAL HW
1724
IO STACK 1726

: """"""" HW PLATFORM 1730
| CPUS MEMORY STORAGE
| 1732 1734 1736




US 9,389,847 B2

1
SELECTION OF RELEVANT SOFTWARE
BUNDLES

RELATED APPLICATIONS

This application is related to co-pending U.S. application
Ser. No. 14/318,607, filed on Jun. 28, 2014, entitled “UNI-
FIED VISUALIZATION OF A PLAN OF OPERATIONS IN
A DATACENTER,” by Cameron et al., and assigned to the
assignee of the present application.

This application is related to co-pending U.S. application
Ser. No. 14/318,611, filed on Jun. 28, 2014, entitled “UNI-
FIED GRAPHICAL USER INTERFACE FOR DISPLAY-
ING A PLAN OF OPERATIONS IN A DATACENTER,” by
Powell et al., and assigned to the assignee of the present
application.

This application is related to co-pending U.S. application
Ser. No. 14/318,615, filed on Jun. 28, 2014, entitled
“SCHEDULING A PLAN OF OPERATIONS IN A DATA-
CENTER, and assigned to the assignee of the present appli-
cation.

This application is related to co-pending U.S. application
Ser. No. 14/318,616, filed on Jun. 28, 2014, entitled “DEDU-
PLICATION OF END USER LICENSE AGREEMENTS;,”
by John Powell, and assigned to the assignee of the present
application.

BACKGROUND

Datacenters include thousands of physical and software
components. As a result, it can be very complex and difficult
to properly manage and maintain the datacenter and its com-
ponents such that they function as desired. Moreover, many of
the components are dependent on one another. For example,
if one component is modified or changed, dependent compo-
nents may also need to be modified or changed such that the
datacenter and its components function properly and effi-
ciently. The many layers of dependency add to the complexity
and difficulty of properly managing and maintain the data-
center and its components.

BRIEF DESCRIPTION OF THE DRAWINGS

The accompanying drawings, which are incorporated in
and form a part of this specification, illustrate various
embodiments and, together with the Description of Embodi-
ments, serve to explain principles discussed below. The draw-
ings referred to in this brief description of the drawings
should not be understood as being drawn to scale unless
specifically noted.

FIG. 1 depicts a block diagram of a computer system,
according to various embodiments.

FIG. 2 depicts a block diagram of a screenshot of a plan of
operations, according to various embodiments.

FIG. 3A depicts a block diagram of a list of software
bundles, according to various embodiments.

FIG. 3B depicts a block diagram of a screenshot of a list of
software bundles, according to various embodiments.

FIG. 4 depicts a flow diagram for a method for scheduling
a plan of operations in a datacenter, according to various
embodiments.

FIG. 5 depicts a flow diagram for a method for scheduling
a plan of software updates in a datacenter, according to vari-
ous embodiments.

FIG. 6 depicts a block diagram of a screenshot of a plan of
operations, according to various embodiments.
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FIG. 7 depicts a flow diagram for a method for unified
visualization of a plan of operations in a datacenter, according
to various embodiments.

FIG. 8 depicts a flow diagram for a method for unified
visualization of a plan of operations in a datacenter, according
to various embodiments.

FIG. 9 depicts a flow diagram for a method for a unified
graphical user interface for displaying a plan of operations in
a datacenter, according to various embodiments.

FIG. 10 depicts a flow diagram for a method for a unified
graphical user interface for displaying a plan of operations in
a datacenter, according to various embodiments.

FIG. 11 depicts a block diagram of a screenshot for selec-
tion of software bundles, according to various embodiments.

FIG. 12 depicts a flow diagram for a method for selection of
relevant software bundles, according to various embodi-
ments.

FIG. 13 depicts a flow diagram for a method for selection of
relevant software bundles, according to various embodi-
ments.

FIG. 14 depicts a block diagram of unified EULA, accord-
ingly to various embodiments.

FIG. 15 depicts a flow diagram for a method for dedupli-
cation of EULAs, according to various embodiments.

FIG. 16 depicts a flow diagram for a method for dedupli-
cation of EULAs, according to various embodiments.

FIG. 17 depicts a block diagram of a host system, accord-
ingly to various embodiments.

DETAILED DESCRIPTION OF CERTAIN
EMBODIMENTS

Reference will now be made in detail to various embodi-
ments, examples of which are illustrated in the accompanying
drawings. While various embodiments are discussed herein,
it will be understood that they are not intended to be limiting.
On the contrary, the presented embodiments are intended to
cover alternatives, modifications and equivalents, which may
be included within the spirit and scope the various embodi-
ments as defined by the appended claims. Furthermore, in this
Description of Embodiments, numerous specific details are
set forth in order to provide a thorough understanding. How-
ever, embodiments may be practiced without one or more of
these specific details. In other instances, well known meth-
ods, procedures, components, and circuits have not been
described in detail as not to unnecessarily obscure aspects of
the described embodiments.

Embodiments of a Computing System

FIG. 1 depicts a block diagram of computing system 100.
In general, computing system 100 includes software manage-
ment module 130 that is configured for, among other things,
managing software that is implemented in system 150. Soft-
ware management can include, but is not limited to, tracking,
upgrading, patching, installing of the software implemented
in system 150. Moreover, the software management can
include, among other things, determining dependencies and
interrelationships between various “targets” in system 150, as
well as the devices that include such software.

As will be described in further detail below, the software
management module accesses software bundles 122 for the
software management of system 150. In particular, each of
the various software bundles includes metadata and a pay-
load. The metadata includes logic that that facilitates in the
tracking, upgrading, patching, and/or installing of the soft-
ware implemented in system 150.
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Additionally, as will also be described in further detail
below, the software management provided by software man-
agement module 130 is managed by auser via unified browser
112. That is, the disparate software management user inter-
face logic (provided in the disparate software bundles) are
presented in a uniform manner on unified browser 112 via
unified browser module 134.

In various embodiments, software management module
130 is included in a computer system (e.g., device 110). The
computer system includes a processor configured to execute
software management module 130 and the various compo-
nents/modules in software management module 130.

System 150 can be any computing system that includes
targets or entities that are enabled to be updated via software
management module 130.

System 150, in one embodiment, is a datacenter. The data-
center can be or include a virtual computing environment.

In one embodiment, the datacenter may be a system (e.g.,
enterprise system) or network that includes a combination of
computer hardware and software. The corporation or enter-
prise utilizes the combination of hardware and software to
organize and run its operations.

In various embodiments, the datacenter includes a plurality
of devices, such as devices 160-1607. The devices are any
number of physical and/or virtual machines. The physical
devices, may be, but are not limited to, servers, storage,
memory, etc.

The datacenter, in one embodiment, is a corporate comput-
ing environment that includes tens of thousands of physical
and/or virtual machines. It is understood that a virtual
machine is implemented in a virtualized environment that
includes one or some combination of physical computing
machines. The virtualized environment provides resources,
such as storage, memory, servers, CPUs, network switches,
etc., that are the underlying hardware infrastructure for the
virtual computing environment.

The physical and/or virtual machines include a variety of
software (e.g., software 162-162r) or applications (e.g., oper-
ating system, word processing, etc.). The physical and/or
virtual machines may have the same installed applications or
may have different installed applications or software. The
installed software may be one or more software applications
from one or more vendors.

Eachvirtual machine may include a guest operating system
and a guest file system.

Moreover, the virtual machines may be logically grouped.
That is, a subset of virtual machines may be grouped together
in a container (e.g., VMware vApp™). For example, three
different virtual machines may be implemented for a particu-
lar workload. As such, the three different virtual machines are
logically grouped together to facilitate in supporting the
workload. The virtual machines in the logical group may
execute instructions alone and/or in combination (e.g., dis-
tributed) with one another. Also, the container of virtual
machines and/or individual virtual machines may be con-
trolled by a virtual management system. The virtualization
infrastructure may also include a plurality of virtual data-
centers. In general, a virtual datacenter is an abstract pool of
resources (e.g., memory, CPU, storage). It is understood that
a virtual datacenter is implemented on one or some combi-
nation of physical machines.

In various embodiments, system 150 (or datacenter) may
be acloud environment, built upon a virtualized environment.
System 150 may be located in an Internet connected data-
center or a private cloud computing center coupled with one
or more public and/or private networks. System 150, in one
embodiment, typically couples with a virtual or physical
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entity in a computing environment through a network con-
nection which may be a public network connection, private
network connection, or some combination thereof. For
example, a user may couple via an Internet connection with
system 150 by accessing a web page or application presented
by system 150 at a virtual or physical entity.

As will be described in further detail herein, the virtual
machines are hosted by a host computing system. A host
includes virtualization software that is installed on top of the
hardware platform and supports a virtual machine execution
space within which one or more virtual machines may be
concurrently instantiated and executed.

In some embodiments, the virtualization software may be a
hypervisor (e.g., a VMware ESX™ hypervisor, a VMware
ESXi™ hypervisor, etc.) For example, if hypervisor is a
VMware ESX™ hypervisor, then virtual functionality of the
host is considered a VMware ESX™ server.

Additionally, a hypervisor or virtual machine monitor
(VMM) is a piece of computer software, firmware or hard-
ware that creates and runs virtual machines. A computer on
which a hypervisor is running one or more virtual machines is
defined as a host machine. Each virtual machine is called a
guest machine. The hypervisor presents the guest operating
systems with a virtual operating platform and manages the
execution of the guest operating systems. Additional details
regarding embodiments of structure and functionality of a
host computer system are provided with respect to FIG. 12.

During use, the virtual machines perform various work-
loads. For example, the virtual machines perform the work-
loads based on executing various applications or software.
The virtual machines can perform various workloads sepa-
rately and/or in combination with one another.

Example of Software Bundles

As described above, system 150 or datacenter includes
numerous instances of software (e.g., software 162 through
162r) provided by various parties or entities (e.g., OEMs,
manufacturers, vendors, etc.). For example, a host or a virtual
machine may include various disparate software applications.
Additionally, numerous hosts and/or virtual machines may
each include the same software (e.g., data processing soft-
ware).

The software bundles facilitate in managing (e.g., tracking,
upgrading, patching, installing) the software utilized in sys-
tem 150. The software bundles may be provided by the party
(e.g., OEMs, manufacturers, vendors, etc.) that is provides
the software in the datacenter or may be provided by another
entity.

The software bundles may be stored in storage 120 (or
bundle depot). Storage 120 may be a single storage system
(e.g., host) or may be distributed.

Typically, each bundle includes metadata and a payload.
The metadata includes logic that controls or provides instruc-
tions for managing of targets. In various embodiments, the
metadata includes probing logic that acts on the “target” to be
managed by the software bundle.

More specifically, each software component (or “pay-
load”) that may be delivered and installed in the datacenter
may be wrapped ina logical package (or “bundle”) along with
metadata and one or more scripts (action scripts, probe
scripts). The payload, the metadata, and the one or more
scripts are logically collectively referred to as the bundle and
may be stored storage 120 a as a single file, or as separate files.

The payload in a bundle may be any kind of data that may
need to be installed in the datacenter. In an embodiment, the
payload is software; however, the payload may be data
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instead of computer instructions. For example a “data” pay-
load may be data that specifies a new database schema to
re-configure an existing database, or data use to configure the
operation of an application, and so on. In the case of software
payloads, the software may be user-level applications, back-
ground programs, device drivers, firmware, software patches,
and so on. The software may be in any suitable data format,
such as binary code, WAR (web application archive) files for
Java applications, OVF (open virtual format) files for virtual
appliances that execute on virtual machines, TAR (tape
archive) files, and so on. The payload may be platform neutral
(e.g., Java WAR files, and the like). The payload may be
specific to a particular component in the datacenter; e.g.,
firmware specific to a particular version of a disk storage
system. A bundle may include multiple payloads and suitable
metadata and scripts to support different targets, and so on.

In some embodiments, the metadata in a feature bundle
may include any information that may be used to describe the
relationship of its payload with other components in the data-
center to facilitate compatibility determinations. For
example, the metadata may include a list of compatible ver-
sions of the components that the payload is intended to inter-
act with. The metadata may describe required configurations
or settings of the components, and so on. As an example,
consider a feature bundle containing a device driver X as its
payload. The associated metadata may indicate that the
device driver may operate with storage devices having firm-
ware versions 2, 3, and 3.2. The metadata may also indicate
that the device driver will only work with storage devices
having a maximum storage capacity of 500 GB. The metadata
may provide conditions or other predicate information speci-
fying how, when, and whether upgrade activities may be
performed on a target component, whether a software com-
ponent may be downgraded to an earlier version, and so on.
The metadata is typically created by the author of the bundle.
In an embodiment, however, the IT administrator may have
access to the metadata in order to add datacenter-specific
constraints. For example, the IT administrator may include
temporal constraints in the metadata, such as specifying when
atarget may be taken down. Conditions for when a target can
be taken down may be specified in the metadata, and so on.

The feature bundle may include one or more “scripts”.
These are programs that are separate from the payload and are
employed to perform various tasks relating to the payload in
the feature bundle, and may be used to maintain the depen-
dency or dependency graph. In some embodiments, the soft-
ware component management server 100 may define a script-
ing framework that may be exposed to software vendors to
facilitate development of suitable scripts to integrate their
software components with the datacenter without having to
burden the IT administrators in the datacenter with such tasks.
The terms “software vendor” and “vendor” may refer to third
party commercial providers of the software, to engineering
and support staff employed by the datacenter who might
develop and deploy software to the datacenter, and so on;
basically, any supplier of software components for deploy-
ment in the datacenter may be referred to as a vendor.

One class of scripts is referred to as “action” scripts. Typi-
cally, action scripts are provided by the software vendor since
the vendor is likely to know precisely what steps and
sequence of steps are needed to properly install the payload in
a target, which may involve installing a new version of soft-
ware, upgrading a portion of the software, patching the soft-
ware, and so on. An action script may be provided to uninstall
the payload. Still another action script may be provided to
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control the target to perform a dry run of the newly installed
payload, to configure the target after the installation, and so
on.

Another class of scripts is called “probe” scripts. In an
embodiment, probe scripts allow a feature bundle to add new
node types and instances of those node types as well as edges
to the dependency graph, thus extending the data graph’s
representation of the datacenter to include additional compo-
nents in the datacenter. For example, suppose a datacenter is
configured with storage devices called SANs (storage area
network) and that there is presently no representation of
SANSs in the dependency graph of the datacenter; this situa-
tion may arise, for example, if the SANs are newly installed
and the dependency graph was not updated. Suppose further
that a software upgrade requires knowledge about SANs as an
integral part of its dependency calculations. A suitable probe
script may be provided to define a new node type in the
dependency graph to represent SANs. The probe script may
include logic (e.g., executable instructions, script language,
etc.) to discover all SAN instances in the datacenter. For each
SAN, the probe script may generate as many RDF triples as
needed to adequately describe the SAN and its dependency
relation with other components in the datacenter, and store
those triples via software management module 130.

1. Embodiments of Scheduling a Plan of Operations
in a Datacenter

The discussion below will focus on the orchestration and
scheduling of a various operations for system 150 or a data-
center. In other words, a work flow or plan is generated for the
maintenance of the datacenter. The plan may then be
executed. The plan to be generated includes one or more
targets in the datacenter. The executed plan will provide
maintenance for the targets in the datacenter via software
management module 130.

A target, as used herein, is any entity in the datacenter. In
general, a target is anything in the datacenter that can be
subject to any type of software change or transformation. In
other words, a target is any logical, virtual, or physical entity
that is associated or controlled by software.

In one example, a target may include any of devices 160-
1607, and/or software 162-162%. A target (or entity) can be,
but is not limited to, a physical host (e.g., running Windows,
Linux, Unix, etc.), firmware on a device that is located on a
physical host, a virtual machine, storage device, and the like.

FIG. 2 depicts an embodiment of a screenshot of plan 200
for updating software in the datacenter. Plan 200 is generated
via plan schedule module 134 of software management mod-
ule 130.

A plan of operations (e.g., plan 200) may be or be similar to
a Gantt chart. A Gantt chart is a type of bar chart that illus-
trates a project schedule. Gantt charts typically illustrate the
start and finish dates/times of the terminal elements and sum-
mary elements of a project. Terminal elements and summary
elements comprise the work breakdown structure of the
project. Additionally, a Gantt charts may show the depen-
dency (i.e. precedence network) relationships between activi-
ties.

Plan 200 depicts a column that includes targets 210, a
column that includes software change 212, and a column that
includes task phases 220.

Targets 210 include hosts in portion 230 and virtual
machines in portion 240. It should be appreciated that other
targets may be depicted (e.g., firmware, routers, SANs, etc.).

In order to create plan 200 to updated targets in the data-
center, targets are displayed for selection in unified browser
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112. For example, targets 210 are displayed for selection by a
user (e.g., I'T admin) and Host Y-A is selected in portion 230.

When a target is selected, various bundles are displayed to
the user in unified browser 112. A user may then select one or
more displayed bundles to update the selected target.

In one embodiment, the bundles displayed for selection
may be all the software bundles (e.g., software bundles 122)
in storage 120. In another embodiment, the bundles displayed
are the bundles that apply to the selected target, while bundles
that do not apply or are not configured for the selected target
are not displayed or “greyed out.”

FIGS. 3A and 3B each depict an embodiment of screen-
shots 300 and 400, respectively, depicting a list of software
bundles.

Referring to FIG. 3A, screenshot 300A includes portion
310 that lists various software bundles with their respective
names that are able to be selected by a user for updating a
selected target.

Additionally, screenshot 300A includes portion 320 that
includes a column describing various attributes of the various
software bundles. For example, portion 320 includes name,
target type, versions and tags (e.g., vendor name). It should be
appreciated that portion 320 can include any information
associated with a software bundle.

Referring to FIG. 3B, screenshot 300B includes portion
310, as described above, that lists various software bundles
with their respective names that are able to be selected by a
user for updating a selected target.

Additionally, screenshot 300B includes portion 330 that
depicts various attributes of a selected software bundle, such
as, name, number of versions, vendor name, and description.

Portion 340 depicts additional attributes of the selected
software bundle, such as, version (e.g., version 2.1, 2.0, 1.2,
1.11, 1.1, and 1.0), target type and tags for each of the various
software versions in the selected software bundle.

In portion 340, a particular version (e.g., version 2.0) of the
software bundle may be selected.

Portion 350 includes various attributes of the software
bundle version that is selected in portion 340, such as, name,
version, target type (e.g., hosts), vendor name, and tags/de-
scription.

Referring again to FIGS. 1 and 2, in response to selection of
atarget and a software bundle, dependency determining mod-
ule 133 automatically determines any dependency issues with
the selected target and the selected software bundle. For
example, dependency determining module 133 determines if
there are any dependency issues. For example, dependency
determining module 133 determines if conflicts exist with
respect to the selected target and software bundles for updat-
ing the selected target.

In another example, dependency determining module 133
determines what other targets are dependent on the selected
target and determines which of the other targets also need to
be updated to maintain dependency with the selected target
that is to have a software update.

Plan schedule module 134 facilitates in scheduling a plan
that includes various tasks. For example, task phases 220
include various tasks and their phases to implement the updat-
ing of a target. For example, various task phases are provided
for the updating of various hosts in portion 230 and virtual
machines in portion 240.

The task phases for the targets to be updated are depicted in
sequential order. It should be appreciated that numerous
operations may be scheduled for each target. Additionally, a
plan, as whole, may include numerous targets and numerous
operations are scheduled for each task.
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The updating of various targets may be scheduled sequen-
tially or may be scheduled concurrently with one another.

The task phases are provided as “cells” in the task phases
220 portion. Moreover, each cell of the task phases may be
user interactive. That is, each cell may be selected. In
response to the selection, various types of information asso-
ciated with the selected task phase are displayed and the user
may interact with such information.

For example, a cell may be selected and “task details” may
be displayed which may in include dependency information
or any other task related information (e.g., time of deploy-
ment, etc.).

Various task phases may be controlled or modified by user
input. For example, plan schedule module 134 may automati-
cally generate plan 200 that includes various task phases 220
as depicted. For example, task phases 1, 2, 3, 4, 5, 6, and 7
(listed in sequential order) are depicted for various targets,
such as for Host Y-A in portion 230. However, a user may
desire modify the task phases such that task phase 2 is
executed prior to task phase 1. The user may select cell
associated with task phase 2 and drag it to the left and drop it
prior to task phase 1. As a result, the task associated with the
original task phase 2 is now planned prior to the original task
associated with task phase 1.

Additionally, the rest of plan 200 may be modified in
response to user modification. For example, various depen-
dent targets that are affected by the user modification, as
described above, may be automatically modified in order to
maintain the proper dependencies.

Plan 200 includes portion 250 that displays a warning
associated with dependencies in plan 200. For example, por-
tion 250 indicates a warning that there are unresolved depen-
dencies.

Plan 200 includes portion 260 that enables selection of how
targets are displayed in plan 200. For example, the targets can
be displayed by target type (e.g., hosts, virtual machines,
etc.).

In another example the targets can be displayed by depen-
dencies (see FIG. 6). In such an example, a target is displayed
(e.g., Host Y-A) and all dependent targets (e.g., virtual
machines Y-A-A, Y-A-B, etc.) are displayed directly below
(and indented) the listing of the target.

The scheduled plan, such as plan 200, may be executed
immediately or may be executed at a subsequent time. More
specifically, a plan may be scheduled during open mainte-
nance windows.

In various embodiments, the operations or tasks may be
related or may not be related. For example, referring to FIG.
2, operations for Host Y-A and operations for Host Y-B may
be related or may not be related.

It should be appreciated that plan 200 is displayed on
unified browser 112. That is, the scheduled plan for each
target is displayed with a common look and feel (as depicted
in FIG. 2). For example, operations are based on selected
software bundles. The bundles, as described herein, may
oftentimes be from different vendors and therefore are dis-
parate.

Unified browser module 132 accesses the metadata of the
disparate software bundles. Based on the accessed disparate
software bundles, the unified browser module displays, with
a common look and feel, the operations of the plan. For
example, referring to FIG. 2, the task plans for each host that
includes updating software from disparate software bundles
is presented, via unified browser 112, in a similar fashion or
with a common look and feel.

Additional details regarding unified browser module 132
and unified browser 112 are provided further below.
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Example Methods of Operation

The following discussion sets forth in detail the operation
of'some example methods of operation of embodiments. With
reference to FIGS. 4 and 5, flow diagrams 400 and 500 illus-
trate example procedures used by various embodiments.
Flow diagrams 400 and 500 include some procedures that, in
various embodiments, are carried out by a processor under the
control of computer-readable and computer-executable
instructions. In this fashion, procedures described herein and
in conjunction with flow diagrams 400 and 500 are, or may
be, implemented using a computer, in various embodiments.
The computer-readable and computer-executable instruc-
tions can reside in any tangible computer readable storage
media. Some non-limiting examples of tangible computer
readable storage media include random access memory, read
only memory, magnetic disks, solid state drives/“disks,” and
optical disks, any or all of which may be employed with
computer environments (e.g., system 100 and/or system 150).
The computer-readable and computer-executable instruc-
tions, which reside on tangible computer readable storage
media, are used to control or operate in conjunction with, for
example, one or some combination of processors of the com-
puter environments and/or virtualized environment. It is
appreciated that the processor(s) may be physical or virtual or
some combination (it should also be appreciated that a virtual
processor is implemented on physical hardware). Although
specific procedures are disclosed in flow diagrams 400 and
500 such procedures are examples. That is, embodiments are
well suited to performing various other procedures or varia-
tions of the procedures recited in flow diagrams 400 and 500.
Likewise, in some embodiments, the procedures in flow dia-
grams 400 and 500 may be performed in an order different
than presented and/or not all of the procedures described in
one or more of these flow diagrams may be performed. It is
further appreciated that procedures described in flow dia-
grams 400 and 500 may be implemented in hardware, or a
combination of hardware with firmware and/or software (e.g.,
software management module 130).

FIG. 4 depicts a process flow diagram 400 for scheduling a
plan of operations in a datacenter, according to various
embodiments.

At 410 of flow diagram 400, selection of a target from a
plurality of targets in the datacenter is enabled for scheduling
operations on the selected target. For example, targets (dis-
played in portion 230 and portion 240) that are in the data-
center are able to be selected by a user such that they are to be
modified with updated software.

At 420, selection one or more bundles is enabled, wherein
the plan of operations on the selected target is based on the
one or more bundles.

At 430, dependency relationships between the selected
target and other targets in the plurality of targets are deter-
mined based on the selection of one or more bundles. For
example, software bundles in portion 310 are able to be
selected for updating a previously selected target.

Alternatively, software bundles, for example, displayed in
portion 310, are displayed for user selection. Once selected,
various targets located in the datacenter that are compatible
with the selected software bundle are then displayed for selec-
tion.

At 440, the plan of operations on the selected target is
scheduled. For example, the plan of operations for the targets
in portion 230 (e.g., hosts) and portion 240 (e.g., virtual
machines hosted by the hosts in portion 230) is displayed in
plan 200. In particular, plan 200 includes various task phases
220 for each target in selected to be updated.
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At 450, a list of the plurality targets is displayed. For
example, various hosts (e.g., Host Y-A through Host Y-F) are
displayed in portion 230 and selected to have at some of their
software updated.

At 460, a sequence of steps of the plan is displayed. For
example, plan 200 includes task phases 220 corresponding to
each of the targets 210 that are scheduled to be updated. Each
cell or box in task phases 220 correspond to a particular step
on the scheduled plan.

At 470, the one or more bundles applicable to the selected
target are displayed. For example, if Host Y-A is selected as a
target to be updated, then software bundles that are compat-
ible for updating Host Y-A are displayed in unified browser
112 for selection. In such an example, software bundles in
portion 310 may be software bundles that are compatible for
updating Host Y-A.

It is noted that any of the procedures, stated above, regard-
ing flow diagram 400 may be implemented in hardware, or a
combination of hardware with firmware and/or software. For
example, any of the procedures are implemented by a proces-
sor(s) of a cloud environment and/or a computing environ-
ment.

FIG. 5 depicts a process flow diagram 500 for scheduling a
plan of software updates in a datacenter, according to various
embodiments.

At 510 of flow diagram 500, a selection of targets from a
group of targets is received for software updates. For
example, a user, such as an [T administrator, selects various
targets (e.g., hosts and virtual machines) in the datacenter to
receive software updates.

As a result, in one embodiment, target accessor 141
accesses the selected targets for software updates.

At 520, a selection of bundles each comprising updated
software is received for one or more of the selected targets.
For example, a list of software bundles are displayed to the
user in response to selected targets to be updated. The user for
example, selects a software bundle in portion 310 and subse-
quently selects a particular version of the selected software
bundle in portion 350.

As a result, in one embodiment, bundle accessor 142
accesses the selected bundles for updating the selected tar-
gets.

At 530, dependency relationships between the selected
targets and other targets in the plurality of targets are auto-
matically determined based on the selected bundles. For
example, in response to a user selecting a target (e.g., Host
Y-A), dependency determining module 133 automatically
determines other entities or targets (e.g., virtual machines
Y-A-A, Y-A-B, Y-A-C, etc.) within the datacenter that are
dependent on the selected target.

As a result, in one embodiment, dependency determiner
137 of dependency determining module 133 determines the
dependencies between the selected targets.

At 540, a plan of the software updates on the selected
targets is scheduled. For example, task phases 220 are sched-
uled for the selected targets and their dependencies (e.g.,
targets in portion 230 and portion 240).

As aresult, in one embodiment, plan scheduler 143 plans
the software updates on the selected targets.

At 550, bundle attributes are displayed and selected from a
group consisting of: name, version number, target type, ven-
dor name, or bundle description. For example, in response to
a user selecting a particular version of a software bundle in
portion 340, various bundle attributes are displayed in portion
350 (e.g., name, version number, target type, vendor name,
bundle description).
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At560, a warning ofunresolved dependencies is displayed.
For example, portion 250 of plan 200 displays warning of
unresolved dependencies.

At 570, task details of the plan of software updates are
displayed. For example, in response to user selecting a cell
corresponding to a target in task phases 220, task details are
displayed (e.g., “VM Y-G-A is dependent on Host Y-G to be
upgraded to have 1 software change”).

At 580, a sequence of steps of the plan is displayed. For
example, plan 200 includes task phases 220 corresponding to
each of'the targets 210 that are scheduled to be updated. Each
cell or box in task phases 220 correspond to a particular step
on the scheduled plan.

At590, user interaction with each of a sequence of steps of
the plan is enabled. For example, a user is able to select each
cell in task phases 220. In response to the selection, informa-
tion regarding the particular step associated with the select
cell is displayed to the user.

In one embodiment, the user may modify the particular
step associated with the selected cell. For example, the user
may change the time when the particular step is to be imple-
mented.

It is noted that any of the procedures, stated above, regard-
ing flow diagram 500 may be implemented in hardware, or a
combination of hardware with firmware and/or software. For
example, any of the procedures are implemented by a proces-
sor(s) of a cloud environment and/or a computing environ-
ment.

II. Embodiments of Unified Visualization of a Plan
of Operations in a Datacenter

The discussion below is directed towards the unified visu-
alization of the various operations in a plan for system 150 or
a datacenter, as well as the interrelationships (or dependen-
cies) of the various operations. For example, the unified visu-
alization of the plan of operations, via unified browser 112,
enables a user to visually track the progression of the execu-
tion of the software updates in the datacenter. It is noted that
the discussion herein is a continuation of the concepts as
provided in Section I above.

FIG. 6 depicts an embodiment of a screenshot of plan 600
for updating software in the datacenter. Plan 600 is generated
via plan schedule module 134 of software management mod-
ule 130.

It should be appreciated that plan 600, in one embodiment,
is the same plan as plan 200. However, the screenshot of plan
600 depicts the plan during execution and details thereof.
Moreover, plan 600 is grouped by dependency in portion 660
(rather than by target type as depicted in FIG. 2).

Plan 600 depicts a column that includes targets 610, a
column that includes software change 612, and a column that
includes task phases 620.

Portion 630 (of the column that includes targets 610 depicts
Host Y-A with virtual machines (i.e., VM Y-A-A, VM Y-A-B,
etc.) that are dependent on Host Y-A. Similarly, portion 240
includes a host (i.e., Host Y-B) with virtual machines (i.e.,
VM Y-B-A, VM Y-B-B, etc.) that are dependent on the host.
Also, portion 245 includes a host (i.e., Host Y-C) with a virtual
machine (i.e., VM Y-C-A) that is dependent on the host.

Task phases 620 (similar to task phases 220) depict the
scheduled tasks for plan 600.

Plan schedule module 134 facilitates in scheduling a plan
that includes various tasks. For example, task phases 620
include various tasks and their phases to implement the updat-
ing of a target and/or virtual machines. For example, various
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task phases are provided for the updating of various hosts and
virtual machines in portions 630, 640 and 645.

As shown, the task phases for updating software in the
datacenter are depicted in sequential order.

The task phases are provided as “cells” in the task phases
620 portion.

Each cell may depict various types of information. For
example, during execution of plan 600, if the task that is
associated with a cell is being executed, then the shading of
the cell may indicate progression of the execution. In other
words, during execution, a cell may be depicted as a dynamic
progress bar that indicates the progress of the execution of the
particular task associated with the cell. In particular, if a
particular task is 50% complete, then the shading of the cell
shaded half way or 50%.

Moreover, each cell of the task phases may be user inter-
active. That is, each cell may be selected. In response to the
selection, various types of information associated with the
selected task phase are displayed and the user may interact
with such information.

For example, a cell may be selected and “task details” may
be displayed which may in include task execution informa-
tion. Such task details displayed in response to selecting a
cell, as depicted in FIG. 6, may indicate: percentage of
completion (i.e., 54% complete), task being executed (i.e.,
applying security patch), target name (i.e., VM Y-A-E), step
details (i.e., security patch name—including a URL), depen-
dency information (i.e., dependent on VM Y-A-E preparation;
or dependents: Host Y-A upgrade).

Additional information may be displayed in task details
such as debug, error or warnings during the execution of the
selected task.

Portion 650 provides various types of information pertain-
ing to the execution of plan 600. For example, portion 650
depicts the progression of the number of phases, targets and
tasks for the plan. Additionally, portion 650 depicts the per-
centage of completion of the plan 600, as a whole.

The execution of the plan of operations, as depicted in FI1G.
6, is provided with a unified visualization. In particular, each
of'the various operations in the plan of operations is depicted
in unified manner. That is, the scheduled planning and execu-
tion of the software bundles (which are disparate with one
another) are displayed with a common look and feel.

In contrast, in conventional systems, if a first target is
updated by a first software bundle and a second target is
updated by a disparate second software bundle. A user must
login directly to the first target and execute the first software
bundle via a first installation wizard, and the user must
directly login to the second target and execute the second
software bundle via the second disparate installation wizard.

Example Methods of Operation

The following discussion sets forth in detail the operation
of'some example methods of operation of embodiments. With
reference to FIGS. 7 and 8, flow diagrams 700 and 800 illus-
trate example procedures used by various embodiments.
Flow diagrams 700 and 800 include some procedures that, in
various embodiments, are carried out by a processor under the
control of computer-readable and computer-executable
instructions. In this fashion, procedures described herein and
in conjunction with flow diagrams 700 and 800 are, or may
be, implemented using a computer, in various embodiments.
The computer-readable and computer-executable instruc-
tions can reside in any tangible computer readable storage
media. Some non-limiting examples of tangible computer
readable storage media include random access memory, read
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only memory, magnetic disks, solid state drives/“disks,” and
optical disks, any or all of which may be employed with
computer environments (e.g., system 100 and/or system 150).
The computer-readable and computer-executable instruc-
tions, which reside on tangible computer readable storage
media, are used to control or operate in conjunction with, for
example, one or some combination of processors of the com-
puter environments and/or virtualized environment. It is
appreciated that the processor(s) may be physical or virtual or
some combination (it should also be appreciated that a virtual
processor is implemented on physical hardware). Although
specific procedures are disclosed in flow diagrams 700 and
800 such procedures are examples. That is, embodiments are
well suited to performing various other procedures or varia-
tions of the procedures recited in flow diagrams 700 and 800.
Likewise, in some embodiments, the procedures in flow dia-
grams 700 and 800 may be performed in an order different
than presented and/or not all of the procedures described in
one or more of these flow diagrams may be performed. It is
further appreciated that procedures described in flow dia-
grams 700 and 800 may be implemented in hardware, or a
combination of hardware with firmware and/or software (e.g.,
software management module 130).

FIG. 7 depicts a process flow diagram 700 for unified
visualization of a plan of operations in a datacenter according
to various embodiments.

At 710 of flow diagram 700, selection of a target from a
plurality of targets in the datacenter for scheduling operations
on said selected target is enabled. For example, a user, such as
an IT administrator, selects various targets (e.g., hosts and
virtual machines) in the datacenter to receive software
updates.

At 720, selection one or more software bundles is enabled,
wherein the plan of operations on the selected target is based
on the one or more software bundles. For example, a list of
software bundles are displayed to the user in response to
selected targets to be updated. The user for example, selects a
software bundle in portion 310 and subsequently selects a
particular version of the selected software bundle in portion
350.

At 730, a unified visualization of the plan of operations on
the selected target is displayed via a unified browser, wherein
the unified browser displays the plan of operations with a
common look and feel. For example, the tasks in task phases
620 are based on various disparate software bundles from
different vendors. In particular, the metadata in the software
bundles are disparate and the individual installation wizards
of the software bundles, if executed separate from software
management module 130, would be visually distinct from
each other.

However, software management module 130 enables the
tasks in task phases 620 to be displayed by unified browser
112 such that they each appear to have a common look and
feel to one another.

At 740, the plan of operations on the target is executed. For
example, plan 600 as depicted in FIG. 6 is executed such that
the selected targets are updated.

At750, properties of execution of the plan of operations are
via the unified browser, wherein the unified browser displays
the properties of execution of the plan of operations with a
common look and feel. For example, the tasks in task phases
620 that are based on disparate software bundles are executed
such that depiction of the execution of task phases 620 are
displayed with a common look and feel.

At 760, dependency relationships between the selected
target and other targets in the plurality of targets are deter-
mined based on the selection of one or more bundles. For
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example, in response to a user selecting a target (e.g., Host
Y-A), dependency determining module 133 automatically
determines other entities or targets (e.g., virtual machines
Y-A-A, Y-A-B, Y-A-C, etc.) within the datacenter that are
dependent on the selected target Host Y-A.

At 770, user interaction with the plan of operations is
enabled via the unified browser. For example, a user may
select a particular cell in task phases 620 and modify the
sequence of the task phases by moving the selected cell to
another location in task phases 620.

At 780, a sequence of steps of the plan is displayed. For
example, task phases 620 display the sequence of tasks for
targets and their dependencies.

It is noted that any of the procedures, stated above, regard-
ing flow diagram 700 may be implemented in hardware, or a
combination of hardware with firmware and/or software. For
example, any of the procedures are implemented by a proces-
sor(s) of a cloud environment and/or a computing environ-
ment.

FIG. 8 depicts a process flow diagram 800 for unified
visualization of a plan of operations in a datacenter, according
to various embodiments.

At 810, a selection of targets from a group of targets for
software updates is received. For example, a user, such as an
IT administrator, selects various targets (e.g., hosts and vir-
tual machines) in the datacenter to receive software updates.

As aresult, in one embodiment, target accessor 141 of plan
schedule module 134 accesses the targets selected by the IT
administrator.

At 820, a selection of bundles each comprising updated
software for one or more of the selected targets is received.
For example, a list of software bundles are displayed to the
user in response to selected targets to be updated. The user for
example, selects a software bundle in portion 310 and subse-
quently selects a particular version of the selected software
bundle in portion 350.

As a result, in one embodiment, bundle accessor 142 of
plan schedule module 134 accesses the selected bundles.

At 830, a unified visualization of plan of operations is
displayed, wherein the plan of operations comprises the soft-
ware updates, and wherein the software updates in the plan of
operations comprises a common look and feel. For example,
the tasks in task phases 620 are based on various disparate
software bundles from different vendors. In particular, the
metadata in the software bundles are disparate and the indi-
vidual installation wizards of the software bundles, if
executed separate from software management module 130,
would be visually distinct from each other.

However, software management module 130 enables the
tasks in task phases 620 to be displayed by unified browser
112 such that they each appear to have a common look and
feel to one another.

As aresult, in one embodiment, plan scheduler 143 of plan
schedule module generates a plan of operations. The plan of
operations is then displayed via plan displayer 136 of unified
browser module 132.

At 840, the plan of operations is executed. For example,
plan 600 as depicted in FIG. 6 is executed such that the
selected targets are updated as planned.

At 850, properties of execution of the plan of operations are
displayed via a unified browser, wherein the unified browser
displays the properties of execution of the plan of operations
with a common look and feel. For example, the tasks in task
phases 620 that are based on disparate software bundles are
executed such that depiction of the execution of task phases
620 are displayed with a common look and feel.
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At 860, dependency relationships between the selected
targets and other targets in the plurality of targets are auto-
matically determined based on the selected software bundles.
For example, inresponse to a user selecting a target (e.g., Host
Y-A), dependency determining module 133 automatically
determines other entities or targets (e.g., virtual machines
Y-A-A, Y-A-B, Y-A-C, etc.) within the datacenter that are
dependent on the selected target Host Y-A.

At 870, user interaction with the plan of operations is
enabled via the unified browser. For example, a user may
select a particular cell in task phases 620 and modify the
sequence of the task phases by moving the selected cell to
another location in task phases 620.

At 880, a sequence of steps of the plan is displayed. For
example, task phases 620 display the sequence of tasks for
targets and their dependencies.

It is noted that any of the procedures, stated above, regard-
ing flow diagram 800 may be implemented in hardware, or a
combination of hardware with firmware and/or software. For
example, any of the procedures are implemented by a proces-
sor(s) of a cloud environment and/or a computing environ-
ment.

1I1. Embodiments of a Unified Graphical User
Interface for Displaying a Plan of Operations in a
Datacenter

The discussion below is directed towards the unified
graphical user interface (or unified browser 112) that is uti-
lized for a unified visualization of the various operations in a
plan for system 150 or a datacenter. For example, the unified
graphical user interface is able to access the metadata in
software bundles 122 and interpret the metadata in such a way
that the implementation of the software bundles (as displayed
in the plan of operations) are displayed with a common or
similar look and feel.

As a result, the user is able to effectively visually track the
planning and the implementation of the software updates in
the datacenter. It is noted that the discussion herein is a
continuation of the description of the concepts as provided in
the sections above.

Referring again to FIG. 1, a user may select various soft-
ware bundles 122 for updating various targets in the data-
center. The software bundles each include metadata that per-
tains to the implementation of the respective software bundle.
The metadata can include information or logic related to how
the software bundle is implemented (e.g., deploying, upgrad-
ing, patching) on a selected target.

The metadata in a bundle can also provide instructions or
logic pertaining to settings, requirements and dependencies
for proper installation of the software bundle.

Moreover, the metadata can provide information as to
whether the software bundle is to be deployed versus whether
the software bundle is to upgrade or patch a target in the
datacenter.

In one example, the metadata provides instructions on how
the wizard (for installing, deploying, patching, etc.) for the
software bundle is displayed and functions. As a result, the
metadata pertaining to the wizard of one software bundle is
different than the metadata pertaining to the wizard of another
software bundle.

In various embodiments, unified browser module 132
accesses the metadata of the disparate software bundles (in
response to a user selecting the disparate software bundles).
Based on the accessed disparate software bundles, the unified
browser module 132 displays, with a common look and feel,
the plan of operations and the execution thereof. For example,
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referring to FIG. 2, the task plans for each host that includes
updating software from disparate software bundles is pre-
sented, via unified browser 112, in a similar fashion or with a
common look and feel.

In particular, unified browser module 132 accesses the
metadata of the disparate software bundles and interprets the
disparate metadata such that visualization of the plan of
operations and the execution thereof'is displayed in a unifying
manner. For example, referring to FIG. 2, task phases 220
pertaining to various implementations of the software
bundles are displayed with a unifying and common look and
feel (rather than a disparate look and feel for each individual
implementation of the software bundle).

Moreover, referring to FIG. 6, task phases 620 pertaining to
various implementations of the execution software bundles
are displayed with a unifying and common look and feel
(rather than a disparate look and feel for each individual
implementation of the execution of software bundle).

Example Methods of Operation

The following discussion sets forth in detail the operation
of'some example methods of operation of embodiments. With
reference to FIGS. 9 and 10, flow diagrams 900 and 1000
illustrate example procedures used by various embodiments.
Flow diagrams 900 and 1000 include some procedures that, in
various embodiments, are carried out by a processor under the
control of computer-readable and computer-executable
instructions. In this fashion, procedures described herein and
in conjunction with flow diagrams 900 and 1000 are, or may
be, implemented using a computer, in various embodiments.
The computer-readable and computer-executable instruc-
tions can reside in any tangible computer readable storage
media. Some non-limiting examples of tangible computer
readable storage media include random access memory, read
only memory, magnetic disks, solid state drives/“disks,” and
optical disks, any or all of which may be employed with
computer environments (e.g., system 100 and/or system 150).
The computer-readable and computer-executable instruc-
tions, which reside on tangible computer readable storage
media, are used to control or operate in conjunction with, for
example, one or some combination of processors of the com-
puter environments and/or virtualized environment. It is
appreciated that the processor(s) may be physical or virtual or
some combination (it should also be appreciated that a virtual
processor is implemented on physical hardware). Although
specific procedures are disclosed in flow diagrams 900 and
1000 such procedures are examples. That is, embodiments are
well suited to performing various other procedures or varia-
tions of the procedures recited in flow diagrams 900 and 1000.
Likewise, in some embodiments, the procedures in flow dia-
grams 900 and 1000 may be performed in an order different
than presented and/or not all of the procedures described in
one or more of these flow diagrams may be performed. It is
further appreciated that procedures described in flow dia-
grams 900 and 1000 may be implemented in hardware, or a
combination of hardware with firmware and/or software (e.g.,
software management module 130).

FIG. 9 depicts a process flow diagram 900 for a unified
graphical user interface for displaying a plan of operations in
a datacenter according to various embodiments.

At 910 of flow diagram 900, metadata from a plurality of
disparate software bundles is accessed for updating targets in
a datacenter. For example, various targets (e.g., targets in
portion 230) are selected to be updated. Various software
bundles are then selected for updating the selected targets.
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Each of the selected software bundles includes metadata
that provides logic or information pertaining to the updating
of'targets by the software bundles. The unified browser mod-
ule 132 accesses such metadata and interprets the disparate
metadata for the unified visualization of the plan of opera-
tions (e.g., plan 200).

At920, a unified visualization of a plan of operations on the
targets is displayed via a unified graphical user interface
based on the accessed metadata, wherein the unified graphical
user interface displays the plan of operations with a common
look and feel. For example, plan 200 is displayed via unified
browser 112 such that there is a unified visualization of the
particular task events for the implementation of the disparate
software bundles.

At930, a unified visualization of an execution of the plan of
operations is displayed via the unified graphical user interface
based on the accessed metadata, wherein the unified graphical
user interface displays the execution of the plan of operations
with a common look and feel. For example, plan 600 is
displayed via unified browser 112 such that there is a unified
visualization of the execution of the particular task events for
the implementation of the disparate software bundles.

At 940, dependency relationships between the target and
other targets are automatically determined. For example, in
response to a user selecting a target (e.g., Host Y-A), depen-
dency determining module 133 automatically determines
other entities or targets (e.g., virtual machines Y-A-A, Y-A-B,
Y-A-C, etc.) within the datacenter that are dependent on the
selected target Host Y-A.

At 950, user interaction with the plan of operations via the
unified graphical user interface is enabled. For example, a
user may select a particular cell in task phases 620 and modify
the sequence of the task phases by moving the selected cell to
another location in task phases 620.

At 960, a sequence of steps of the plan is displayed. For
example, task phases 620 display the sequence of tasks for
targets and their dependencies.

It is noted that any of the procedures, stated above, regard-
ing flow diagram 900 may be implemented in hardware, or a
combination of hardware with firmware and/or software. For
example, any of the procedures are implemented by a proces-
sor(s) of a cloud environment and/or a computing environ-
ment.

FIG. 10 depicts a process flow diagram 1000 for a unified
graphical user interface for displaying a plan of operations in
a datacenter according to various embodiments.

At1010 of flow diagram 1000, metadata from a plurality of
disparate software bundles for updating targets in a datacenter
is accessed, wherein the metadata is accessed in response to
user selection of the plurality of disparate software bundles.
For example, various targets (e.g., targets in portion 230) are
selected to be updated. Various software bundles are then
selected for updating the selected targets.

Each of the selected software bundles includes metadata
that provides logic or information pertaining to the updating
of'targets by the software bundles. The unified browser mod-
ule 132 accesses such metadata and interprets the disparate
metadata for the unified visualization of the plan of opera-
tions (e.g., plan 600).

As a result, in one embodiment, metadata accessor 135
accesses the metadata from the plurality of disparate software
bundles.

At 1020, a unified visualization of a plan of operations on
the targets is displayed via a unified graphical user interface
based on the accessed metadata, wherein the unified graphical
user interface displays the plan of operations with a common
look and feel. For example, a plan of operations, such as plan
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200, is displayed via unified browser 112 such that there is a
unified visualization of the particular task events (and the
execution thereof) for the implementation of the disparate
software bundles.

As a result, in one embodiment, plan displayer 136 facili-
tates in displaying a unified visualization of a plan of opera-
tions on the targets via the unified graphical user interface
based on the accessed metadata, wherein the unified graphical
user interface displays the plan of operations with a common
look and feel.

At 1030, display a unified visualization of an execution of
the plan of operations via the unified graphical user interface
based on the accessed metadata, wherein the unified graphical
user interface displays the execution of the plan of operations
with a common look and feel. For example, a plan of opera-
tions, such as plan 600, is displayed via unified browser 112
such that there is a unified visualization of the particular task
events (and the execution thereof) for the implementation of
the disparate software bundles.

At 1040, dependency relationships associated with the tar-
gets are automatically determined. For example, in response
to auser selecting targets (e.g., Host Y-A, Host Y-B, Host Y-C,
etc.), dependency determining module 133 automatically
determines other entities or targets (e.g., virtual machines
Y-A-A, Y-B-A, Y-C-A, etc.) within the datacenter that are
dependent on the selected targets.

At 1050, user interaction with the plan of operations is
enabled via the unified graphical user interface. For example,
a user may select a particular cell in task phases 620 and
modify the sequence of the task phases by moving the
selected cell to another location in task phases 620. As a
result, the task phases are updated in response to the user
modification.

At 1060, enabling user interaction with the plan of opera-
tions via the unified graphical user interface during execution
of'the plan of operations. For example, while a plan is execut-
ing, a user may select a particular cell in task phases 620 and
modify the sequence of the task phases by moving the
selected cell to another location in task phases 620. In another
example, a user may select a cell that is currently executing
and task details for the particular cell are displayed.

At 1070, a sequence of steps of the plan is displayed. For
example, task phases 620 display the sequence of tasks for
targets and their dependencies.

At 1080, the plan of operations is executed. For example,
plan 600 is instructed to execute immediately or at a later
time. During execution, the task phases on the plan are imple-
mented such that the selected targets are properly updated.

It is noted that any of the procedures, stated above, regard-
ing flow diagram 1000 may be implemented in hardware, or
a combination of hardware with firmware and/or software.
For example, any of the procedures are implemented by a
processor(s) of a cloud environment and/or a computing envi-
ronment.

IV. Examples of Selection of Relevant Software
Bundles

The discussion below is directed towards the display and
selection of software bundles that are relevant and correspond
to targets selected for upgrading. For example, in response to
selection of a target for software upgrade, various software
bundles are displayed to a user for selection that are particular
relevant to the displayed target.

FIG. 11 depicts an embodiment of a screenshot of relevant
bundles 1100 for updating software selected targets in a data-
center. The selected targets and corresponding software
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bundles will be utilized to generate a plan of operations (e.g.,
plan 300 or plan 600) as described herein.

Plan 600 is generated via plan schedule module 134 of
software management module 130.

Referring to FIG. 11, one or more targets are selected for
software upgrade. For example, a user selects target 1110 and
target 1120 in system 150 (or datacenter) for updating soft-
ware associated with the selected targets.

In response to the selected targets, software bundles par-
ticularly relevant to the selected targets are displayed for
selection. For instance, in response to selection of target 1110
(e.g., ESX 4.0 host), software bundles are displayed in por-
tion 1112 that are particular relevant to target 1110. More
specifically, other software bundles in storage 120 that are not
configured for updating target 1110 are not displayed in por-
tion 1112.

Similarly, target 1120 (e.g., ESX 5.0 host) is also selected
for software updates. In response to selection of target 1120,
software bundles are displayed in portion 1122 that are par-
ticularly relevant to target 1120. More specifically, other soft-
ware bundles in storage 120 that are not configured for updat-
ing target 1120 are not displayed in portion 1122.

In various embodiments, software bundles that are not
applicable to a selected target may be displayed but are not
able to be selected by a user. For example, they non-relevant
software bundles may be “greyed out.”

Targets may be homogeneous or non-homogeneous. In
general, targets that are homogenous have effectively the
same software versions. For example, a first target that is an
ESX 4.0 host is homogenous to another target that is also an
ESX 4.0 host. However, a first target that is an ESX 4.0 host
is not homogenous to another target that is an ESX 5.0 host.

In one embodiment, in response to selection of non-ho-
mogenous targets, software bundles applicable to a first target
(e.g., target 1110—ESX 4.0 host) is displayed with respect to
the first target (but not the second target), and software appli-
cable to the second target (e.g., target 1120—ESX 5.0 host) is
displayed with respect to the second target (but not the first
target).

In another embodiment, in response to selection of non-
homogenous targets, software bundles applicable to both the
first target (e.g., target 1110—ESX 4.0 host) the second target
(e.g., target 1120—ESX 5.0 host) are displayed with respect
to both the first and second targets. For example, if Bundle X
applies to both the first and second non-homogenous targets,
then Bundle X will be displayed for selection to update both
the first and second targets.

In one embodiment, targets may be changed from a non-
homogenous state to a homogenous state. For example, an
ESX 4.0 host and an ESX 5.0 host are non-homogenous.
However, it may be desired that the two targets become
homogenous. As such, instructions may be provided to soft-
ware management module 130 to display software bundles to
modify the targets such that they are homogenous (e.g.,
change the ESX 4.0 host to an ESX 5.0 host).

In another embodiment, targets may be changed from a
homogenous state to a non-homogenous state. For example, a
first ESX 4.0 host and a second ESX 4.0 host are homog-
enous. However, it may be desired that the two targets become
non-homogenous. As such, instructions may be provided to
software management module 130 to display software
bundles to modify the targets such that they are non-homog-
enous (e.g., change the first ESX 4.0 host to an ESX 5.0 host).

Summary information for a selected target, in one embodi-
ment, is displayed in portion 1130. Summary information can
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be, but is not limited to, target name, bundle name, bundle
version, bundle description, vendor name, upload date, tags,
etc.

Additionally, various types of bundle information for the
displayed bundles are displayed. For example, for a particular
bundle that is displayed for selection the following informa-
tion may also be displayed: installed version, bundle version
and type (e.g., install, upgrade, etc.)

The screenshot, as depicted in FIG. 11, enabled a user to
determine software information status, such as whether a
target is fully installed or partially installed with various
software bundles.

Example Methods of Operation

The following discussion sets forth in detail the operation
of'some example methods of operation of embodiments. With
reference to FIGS. 12 and 13, flow diagrams 1200 and 1300
illustrate example procedures used by various embodiments.
Flow diagrams 1200 and 1300 include some procedures that,
in various embodiments, are carried out by a processor under
the control of computer-readable and computer-executable
instructions. In this fashion, procedures described herein and
in conjunction with flow diagrams 1200 and 1300 are, or may
be, implemented using a computer, in various embodiments.
The computer-readable and computer-executable instruc-
tions can reside in any tangible computer readable storage
media. Some non-limiting examples of tangible computer
readable storage media include random access memory, read
only memory, magnetic disks, solid state drives/“disks,” and
optical disks, any or all of which may be employed with
computer environments (e.g., system 100 and/or system 150).
The computer-readable and computer-executable instruc-
tions, which reside on tangible computer readable storage
media, are used to control or operate in conjunction with, for
example, one or some combination of processors of the com-
puter environments and/or virtualized environment. It is
appreciated that the processor(s) may be physical or virtual or
some combination (it should also be appreciated that a virtual
processor is implemented on physical hardware). Although
specific procedures are disclosed in flow diagrams 1200 and
1300 such procedures are examples. That is, embodiments are
well suited to performing various other procedures or varia-
tions of the procedures recited in flow diagrams 1200 and
1300. Likewise, in some embodiments, the procedures in flow
diagrams 1200 and 1300 may be performed in an order dif-
ferent than presented and/or not all of the procedures
described in one or more of these flow diagrams may be
performed. It is further appreciated that procedures described
in flow diagrams 1200 and 1300 may be implemented in
hardware, or a combination of hardware with firmware and/or
software (e.g., software management module 130).

FIG. 12 depicts a process flow diagram 1200 for selection
of relevant software bundles, according to various embodi-
ments.

At 1210 of flow diagram 1200, a selection of targets in a
datacenter is enabled for updating software associated with
the targets. For example, target 1110 and target 1120 are
selected for software updates.

At 1220, in response to the selection, software bundles
relevant for updating software associated with at least one of
the selected targets are displayed. For example, in response to
selection of target 1110 for software updates, the software
bundles of software bundles 122 that are configured for
updated target 1110 are displayed in portion 1112.

At 1221, display software bundles for updating software
associated with more than one of the selected targets. For
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example, targets 1110 and 1122 are selected for updating.
Accordingly, software bundles that are capable of updating
targets 1110 and 1122 are displayed in portions 1112, and
1122, respectively.

At 1222, display software bundles for maintaining homo-
geneity between at least two of the targets. For example, in
one embodiment targets 1110 and 1120 are homogenous. As
such, software bundles displayed forupdating 1110 and 1120
enable targets 1110 and 1120 to remain homogenous.

At 1223, display software bundles for maintaining non-
homogeneity between at least two of the targets. For example,
in one embodiment targets 1110 and 1120 are non-homog-
enous. As such, software bundles displayed for updating 1110
and 1120 enable targets 1110 and 1120 to remain non-ho-
mogenous.

At1224, display software bundles for changing at least two
of the targets to change from being homogenous to non-
homogeneous. For example, in one embodiment targets 1110
and 1120 are homogenous. As such, software bundles dis-
played for updating 1110 and 1120 enable targets 1110 and
1120 to be non-homogenous after being updated.

At1225, display software bundles for changing at least two
of the targets to change from being non-homogenous to
homogeneous. For example, in one embodiment targets 1110
and 1120 are non-homogenous. As such, software bundles
displayed for updating 1110 and 1120 enable targets 1110 and
1120 to homogenous after being updated.

At 1230, enable selection of the software bundles. For
example, bundles displayed in portion 1112 and 1122 are able
to be selected such that they update the relative targets.

At 1240, automatically determine dependency relation-
ships between said targets and other targets. For example, in
response to a user selecting targets 1110 and 1120, depen-
dency determining module 133 automatically determines
other entities or within the datacenter that are dependent on
the selected targets.

It is noted that any of the procedures, stated above, regard-
ing flow diagram 1200 may be implemented in hardware, or
a combination of hardware with firmware and/or software.
For example, any of the procedures are implemented by a
processor(s) of a cloud environment and/or a computing envi-
ronment.

FIG. 13 depicts a process flow diagram 1300 for selection
of relevant software bundles, according to various embodi-
ments.

At1310 of flow diagram 1300, receive a selection of targets
in a datacenter for updating software associated with said
targets. For example, target 1110 and target 1120 are selected
for software updates.

Asaresult, in on embodiment, target accessor 141 accesses
the selected targets in a datacenter for software updates.

At 1320, in response to said selection, display software
bundles relevant for updating software associated with at least
one of said selected targets. For example, in response to
selection of target 1110 for software updates, the software
bundles of software bundles 122 that are configured for
updated target 1110 are displayed in portion 1112.

As aresult, in one embodiment, bundle displayer 139 dis-
plays the software bundles relevant for updating software
associated with at least one of the selected targets.

At 1322, displaying software bundles for changing at least
two of said targets to change from being homogenous to
non-homogeneous. For example, in one embodiment targets
1110 and 1120 are homogenous. As such, software bundles
displayed for updating 1110 and 1120 enable targets 1110 and
1120 to be non-homogenous after being updated.
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At 1324, displaying software bundles for changing at least
two of said targets to change from being non-homogenous to
homogeneous. For example, in one embodiment targets 1110
and 1120 are non-homogenous. As such, software bundles
displayed for updating 1110 and 1120 enable targets 1110 and
1120 to homogenous after being updated.

At 1330, receive a selection of said software bundles. For
example, bundles displayed in portion 1112 and 1122 are able
to be selected such that they update the relative targets.

As a result, in one embodiment, bundle accessor 142
accesses the selected relevant software bundles for updating
the selected targets.

At 1340, automatically determine dependency relation-
ships between said targets and other targets. For example, in
response to a user selecting targets 1110 and 1120, depen-
dency determining module 133 automatically determines
other entities or within the datacenter that are dependent on
the selected targets.

It is noted that any of the procedures, stated above, regard-
ing flow diagram 1300 may be implemented in hardware, or
a combination of hardware with firmware and/or software.
For example, any of the procedures are implemented by a
processor(s) of a cloud environment and/or a computing envi-
ronment.

V. Examples of Deduplication of End User License
Agreements

The discussion below is directed towards the deduplication
of'the display and acceptance of end user license agreements
(EULAS). In general, a EULA establishes the purchaser’s or
user’s right to use the software (e.g., software bundle). For
example, a EULA in a software bundle provides rights to a
user of the software bundle to update software of targets in the
datacenter with the software bundle.

In conventional systems, numerous targets in a datacenter
may be upgraded with software bundles. For each update of a
target with a software bundle, a EULA is presented to a user
and the user must manually accept the EULA in order for the
target to be properly updated with the software. Accordingly,
if there are thousands of instances of targets updated with a
software bundle, there may be thousands of instances where a
EULA is presented and required to be manually accepted for
the targets to be properly updated with the software.

As will be described in further detail below, EULA dedu-
plication module 138 enables for deduplication of EULAs.
That is, in some embodiments, only a single EULA is dis-
played for acceptance in place of a numerous (e.g., hundreds
or thousands) EULAs being displayed for acceptance by a
user.

FIG. 14 depicts a block diagram of deduplication of
EULAs, according to various embodiments.

Referring now to at least FIG. 14, various targets are
selected to be updated in a datacenter. For example, numerous
targets (e.g., hosts in portion 230 of plan 200) are selected for
at least one software upgrade, such as a software upgrade
from software bundle 1420.

EULA deduplication module 138 accesses EULA 1422
within the software bundle that is selected for updating the
targets. The EULA can be a part of the metadata within the
software bundle.

EULA deduplication module 138 then processes the
accessed EULA 1422 such that it is displayed via unified
browser as unified EULA 1410. In particular, unified EULA
1410 (or deduplicated EULA) is a single instance of EULA
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1422 that is displayed to a user such that the user is able to
accept the unified EULA 1410 rather than accept multiple
instances of EULA 1422.

For example, in conventional systems, if twenty targets are
selected for updating by software bundle 1420, then each
instance of the software bundle upgrading one of the twenty
targets requires EULA 1422 being displayed to the user and
accepted by the user. In other words, EULA 1422 will be
displayed twenty times and be required to be accepted twenty
times by a user.

However, in view of the example above, software manage-
ment module 130 enables for a single instance of unified
EULA 1410 to be displayed and enabled for updating of the
twenty targets. As a result, the display of a single instance of
unified EULA 1410 (and acceptance thereof) replaces the
need to display and accept twenty instances of EULA 1422
for proper updating of the twenty targets.

In one embodiment, software bundle 1420 is provided by a
third party vendor. That is, the vendor of software bundle
1420 is different than the vendor that provides software man-
agement module 130. In another embodiment, software
bundle 1420 is provided by the same vendor that provides
software management module 130.

Unified EULA 1410, in one embodiment, is EULA 1422.

In another embodiment, unified EULA 1410 is a modifi-
cation of EULA 1422. For example, the vendor of software
management module 130 may add additional information
1412 to EULA 1422 to create unified EULA 1410.

Additional information 1412 can be any information (e.g.,
legal information) pertaining to the installation of software
bundle via software management module 130.

In various embodiments, EULAs as described herein may
be a pre-general ability (GA) license such as a beta license
agreement, a universal EULA of a vender (e.g., universal
EULA for the vendor of software management module 130),
a product specific EULA.

It should be appreciated that various software bundles,
such as software bundle 1420 and software bundle 1430, are
selected to upgrade various targets (e.g., hosts in portion 230
of'plan 200) in a datacenter. For example, a first set of targets
may be updated by software bundle 1420 and a second set of
targets may be upgraded by software bundle 1430, or some
targets may be upgraded by both software bundle 1420 and
software bundle 1430.

Accordingly, EULA deduplication module 138 accesses
EULA 1422 from software bundle 1420 and EULA 1432
from software bundle 1430.

EULA deduplication module 138 then determines if
EULA 1422 and EULA 1432 are sufficiently similar. For
example, EULA deduplication module 138 performs a search
(e.g., text search, pattern matching, and checksum) to deter-
mine if significant portions of EULA 1422 and EULA 1432
are sufficiently similar to each other. If so, then unified EULA
1410 is generated that includes the significant matching por-
tions between both EULA 1422 and EULA 1432.

According, a single instance of unified EULA 1410 (or
deduplicated EULA) is displayed to the user such that the user
is able to accept the unified EULA 1410 rather than accept
multiple instances of EULA 1422 and EULA 1423.

In general, EULAs (e.g., EULA 1422 and EUL A 1432) are
determined to be sufficiently similar if the text and/or legal
provisions in the EULA are similar to an extent such that the
EULAs are able to be accepted via a single acceptance. For
example, if two EULAs are exactly the same then the two
EULAs, then a single EULA may be displayed (rather than
two) and a single acceptance may be made to accept both
EULAs.
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In another example, EUL A deduplication module 138 ana-
lyzes two separate EULAS (e.g., EULA 1422 and EULA
1432) and determines that the EULAs are sufficiently similar
(but not matching). For instance, primary legal provisions in
both EULAs are matching or almost matching, while insig-
nificant provisions in one or both of the EULAs may or may
not match.

In various embodiments, when various EULAs, such as
EULA 1422 and EULA 1432, are deduplicated into unified
EULA 1410, various insignificant portions of EULA 1422
and EULA 1432 may be removed and not displayed in unified
EULA 1410.

Unified EULA 1410 is displayed, in one embodiment,
during execution of a plan of operations. For example, once a
plan is instructed to execute, various software bundles are
utilized to update various targets in the datacenter according
to the plan of operations. During the execution of the plan,
unified EULA 1410 is displayed and presented to the user for
acceptance. Ifunified EULA 1410 is accepted then the execu-
tion of plan of operations continues as scheduled. However, if
unified EULA 1410 is not accepted by a user, then the targets
that are scheduled to be updated by software bundles associ-
ated with the unified EULA 1410 may not be updated as
scheduled.

Also, in one embodiment, when a plan of operations is
scheduled, the EUL As for the software bundles are displayed
via unified EULA 1410 for acceptance. If the plan of opera-
tions is changed or the content is changed, the unified EULA
1410 is displayed for acceptance.

If EULA deduplication module 138 determines that the
EULA for an update release is the same as the EULA of its
previously installed major/minor version, the EULA for the
updated release need not be displayed and accepted. The prior
EULA may be binding already.

If EULA deduplication module 138 determines that two
products or software bundles have the same EULA, the
EULA may be displayed one time with instructions that the
EULA applies to both/several products.

Example Methods of Operation

The following discussion sets forth in detail the operation
of'some example methods of operation of embodiments. With
reference to FIGS. 15 and 16, flow diagrams 1500 and 1600
illustrate example procedures used by various embodiments.
Flow diagrams 1500 and 1600 include some procedures that,
in various embodiments, are carried out by a processor under
the control of computer-readable and computer-executable
instructions. In this fashion, procedures described herein and
in conjunction with flow diagrams 1500 and 1600 are, or may
be, implemented using a computer, in various embodiments.
The computer-readable and computer-executable instruc-
tions can reside in any tangible computer readable storage
media. Some non-limiting examples of tangible computer
readable storage media include random access memory, read
only memory, magnetic disks, solid state drives/“disks,” and
optical disks, any or all of which may be employed with
computer environments (e.g., system 100 and/or system 150).
The computer-readable and computer-executable instruc-
tions, which reside on tangible computer readable storage
media, are used to control or operate in conjunction with, for
example, one or some combination of processors of the com-
puter environments and/or virtualized environment. It is
appreciated that the processor(s) may be physical or virtual or
some combination (it should also be appreciated that a virtual
processor is implemented on physical hardware). Although
specific procedures are disclosed in flow diagrams 1500 and



US 9,389,847 B2

25

1600 such procedures are examples. That is, embodiments are
well suited to performing various other procedures or varia-
tions of the procedures recited in flow diagrams 1500 and
1600. Likewise, in some embodiments, the procedures in flow
diagrams 1500 and 1600 may be performed in an order dif-
ferent than presented and/or not all of the procedures
described in one or more of these flow diagrams may be
performed. It is further appreciated that procedures described
in flow diagrams 1500 and 1600 may be implemented in
hardware, or acombination of hardware with firmware and/or
software (e.g., software management module 130).

FIG. 15 depicts a process flow diagram 1500 for dedupli-
cation of EULAs, according to various embodiments.

At1510 of flow diagram 1500, access an end user licensing
agreement (EULA) from a software bundle. For example,
software bundle 1420 is selected for updating various targets
in the datacenter. Accordingly, EULA deduplication module
138 accesses EULA 1422 from software bundle 1420.

At 1520, display only a single instance of the EULA such
that there is a deduplication of plurality of instances of
EULAs. For example, EULA 1422 is displayed only as a
single instance of unified EULA 1410 such that EULA 1422
is not displayed and accepted numerous times for each
upgraded target.

At 1530, display the single instance of the EULA during
execution of a plan of operations. In one embodiment, EULA
1422 is displayed during execution of the plan of operations
(e.g., plan 600).

At 1540, receiving an acceptance of the single instance of
a EULA in place of an acceptance for each of the plurality of
EULAs. For example, when a user accepts unified EULA
1410, the single acceptance by the user takes the place of the
user accepting EULA 1422 for each instance that a target is
upgraded by software bundle 1420.

At1550, add additional content to the single instance of the
EULA. For example, in one embodiment, additional legal
information describing the deduplication of EULAs is dis-
played in unified EULA 1410.

It is noted that any of the procedures, stated above, regard-
ing flow diagram 1500 may be implemented in hardware, or
a combination of hardware with firmware and/or software.
For example, any of the procedures are implemented by a
processor(s) of a cloud environment and/or a computing envi-
ronment.

FIG. 16 depicts a process flow diagram 1600 for dedupli-
cation of EULAs, according to various embodiments.

At 1610 of flow diagram 1600, access a first end user
licensing agreement (EULA) from a first software bundle.
For example, software bundle 1420 is selected for updating
various targets in the datacenter. Accordingly, EULA dedu-
plication module 138 accesses EULA 1422 from software
bundle 1420.

As a result, in one embodiment, EULA accessor 144
accesses the EULA from a software bundle.

At 1620, access a second EULA from a second software
bundle, wherein said first software bundle and said second
software bundle are for updating targets in a datacenter. For
example, software bundle 1430 is also selected for updating
various targets in the datacenter. Accordingly, EULA dedu-
plication module 138 accesses EULA 1432 from software
bundle 1430.

As a result, in one embodiment, EULA accessor 144
accesses the EULA from another software bundle.

At 1630, determine that the first EULA and the second
EULA are sufficiently similar to allow the first EULA and the
second EULA to be accepted by a single acceptance. For
example, EULA deduplication module 138 performs a
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matching algorithm to determine whether or not EULA 1422
and EULA 1432 are sufficiently similar such that they may be
displayed as a single instance as unified EULA 1410.

As a result, in one embodiment, EULA comparator 145
compares (e.g. using a checksum) whether the first EULA
and the second EULA are sufficiently similar to allow the first
EULA and the second EULA to be accepted by a single
acceptance.

At 1640, display only a single instance of a EULA in place
of displaying said first EULA and said second EULA such
that there is a deduplication of EULAs. For example, unified
EULA 1410 is displayed only a single time and requiring only
a single acceptance rather than EULA 1422 or EULA 1432
being displayed for acceptance for each instance that soft-
ware bundles 1420 and 1430 are utilized for upgrading tar-
gets.

As a result, in one embodiment, EULA displayer 146 dis-
plays only a single instance of a EULA in place of displaying
the first EULA and the second EULA such that there is a
deduplication of EULAs.

At 1650, displaying the single instance of said EULA
during execution of a plan of operations. In one embodiment,
unified EULA 1419 is displayed during execution of the plan
of operations (e.g., plan 600).

At 1660, enable acceptance of the single instance of a
EULA in place of an acceptance for the first EULA and the
second EULA. For example, unified EULA 1410 is displayed
such that it requires only a single acceptance by a user rather
than EULA 1422 or EULA 1432 being displayed for the user
accepting each instance that software bundles 1420 and 1430
are utilized for upgrading targets.

At 1670, discarding insignificant portions of the first
EULA or the second EULA. For example, EULA 1422 and
EULA 1432 may be deemed to be matching. However, vari-
ous portions of EULA 1422 and EULA 1432 may be insig-
nificant are not displayed in unified EULA 1410.

At 1680, add additional content to the single instance of the
EULA. For example, in one embodiment, additional legal
information describing the deduplication of EULAs is dis-
played in unified EULA 1410.

It is noted that any of the procedures, stated above, regard-
ing flow diagram 1600 may be implemented in hardware, or
a combination of hardware with firmware and/or software.
For example, any of the procedures are implemented by a
processor(s) of a cloud environment and/or a computing envi-
ronment.

Example Host Computer System

FIG. 17 is a schematic diagram that illustrates a virtualized
computer system that is configured to carry out one or more
embodiments of the present invention. The virtualized com-
puter system is implemented in a host computer system 1700
including hardware platform 1730. In one embodiment, host
computer system 1700 is constructed on a conventional, typi-
cally server-class, hardware platform.

Hardware platform 1730 includes one or more central pro-
cessing units (CPUs) 1732, system memory 1734, and stor-
age 1736. Hardware platform 1730 may also include one or
more network interface controllers (NICs) that connect host
computer system 1700 to a network, and one or more host bus
adapters (HBAs) that connect host computer system 1700 to
a persistent storage unit.

Hypervisor 1720 is installed on top of hardware platform
1730 and supports a virtual machine execution space within
which one or more virtual machines (VMs) may be concur-
rently instantiated and executed. Each virtual machine imple-
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ments a virtual hardware platform that supports the installa-
tion of a guest operating system (OS) which is capable of
executing applications. For example, virtual hardware 1724
for virtual machine 1710 supports the installation of guest OS
1714 which is capable of executing applications 1712 within
virtual machine 1710.

Guest OS 1714 may be any of the well-known commodity
operating systems, and includes a native file system layer, for
example, either an NTFS or an ext3FS type file system layer.
10s issued by guest OS 1714 through the native file system
layer appear to guest OS 1714 as being routed to one or more
virtual disks provisioned for virtual machine 1710 for final
execution, but such IOs are, in reality, are reprocessed by 10
stack 1726 of hypervisor 1720 and the reprocessed 10s are
issued, for example, through an HBA to a storage system.

Virtual machine monitor (VMM) 1722 and 17227 may be
considered separate virtualization components between the
virtual machines and hypervisor 1720 (which, in such a con-
ception, may itself be considered a virtualization ‘“kernel”
component) since there exists a separate VMM for each
instantiated VM. Alternatively, each VMM may be consid-
ered to be a component of its corresponding virtual machine
since such VMM includes the hardware emulation compo-
nents for the virtual machine. It should also be recognized that
the techniques described herein are also applicable to hosted
virtualized computer systems. Furthermore, although ben-
efits that are achieved may be different, the techniques
described herein may be applied to certain non-virtualized
computer systems.

The various embodiments described herein may be prac-
ticed with other computer system configurations including
hand-held devices, microprocessor systems, microprocessor-
based or programmable consumer electronics, minicomput-
ers, mainframe computers, and the like.

One or more embodiments of the present invention may be
implemented as one or more computer programs or as one or
more computer program modules embodied in one or more
computer readable media. The term computer readable
medium refers to any data storage device that can store data
which can thereafter be input to a computer system-computer
readable media may be based on any existing or subsequently
developed technology for embodying computer programs in
a manner that enables them to be read by a computer.
Examples of a computer readable medium include a hard
drive, network attached storage (NAS), read-only memory,
random-access memory (e.g., a flash memory device), a CD
(Compact Discs)-CD-ROM, a CD-R, or a CD-RW, a DVD
(Digital Versatile Disc), a magnetic tape, and other optical
and non-optical data storage devices. The computer readable
medium can also be distributed over a network coupled com-
puter system so that the computer readable code is stored and
executed in a distributed fashion.

Although one or more embodiments of the present inven-
tion have been described in some detail for clarity of under-
standing, it will be apparent that certain changes and modifi-
cations may be made within the scope of the claims.
Accordingly, the described embodiments are to be considered
as illustrative and not restrictive, and the scope of the claims
is not to be limited to details given herein, but may be modi-
fied within the scope and equivalents of the claims. In the
claims, elements and/or steps do not imply any particular
order of operation, unless explicitly stated in the claims.

Virtualization systems in accordance with the various
embodiments may be implemented as hosted embodiments,
non-hosted embodiments or as embodiments that tend to blur
distinctions between the two, are all envisioned. Furthermore,
various virtualization operations may be wholly or partially
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implemented in hardware. For example, a hardware imple-
mentation may employ a look-up table for modification of
storage access requests to secure non-disk data.

Many variations, modifications, additions, and improve-
ments are possible, regardless the degree of virtualization.
The virtualization software can therefore include components
of a host, console, or guest operating system that performs
virtualization functions. Plural instances may be provided for
components, operations or structures described herein as a
single instance. Finally, boundaries between various compo-
nents, operations and data stores are somewhat arbitrary, and
particular operations are illustrated in the context of specific
illustrative configurations. Other allocations of functionality
are envisioned and may fall within the scope of the invention
(s). In general, structures and functionality presented as sepa-
rate components in exemplary configurations may be imple-
mented as a combined structure or component. Similarly,
structures and functionality presented as a single component
may be implemented as separate components. These and
other variations, modifications, additions, and improvements
may fall within the scope of the appended claims(s).

The invention claimed is:

1. A computer-implemented method for selection of rel-
evant software bundles, comprising:

enabling a selection of targets in a datacenter for updating

software associated with said targets;

in response to said selection, displaying software bundles

relevant for updating software associated with at least
one of said selected targets;

enabling selection of said software bundles; wherein said

displaying software bundles further comprises at least
one of:
displaying software bundles for changing at least two of
said targets to change from being homogenous to non-
homogeneous, and displaying software bundles for
changing at least two of said targets to change from
being non-homogenous to homogeneous; and

automatically determining dependency relationships
between said targets and other targets.

2. The computer-implemented method of claim 1, wherein
at least two of said selected targets are homogeneous.

3. The computer-implemented method of claim 1, wherein
said at least two of said selected targets are non-homoge-
neous.

4. The computer-implemented method of claim 1, wherein
said displaying software bundles further comprises:

displaying software bundles for updating software associ-

ated with more than one of said selected targets.

5. The computer-implemented method of claim 1, wherein
said displaying software bundles further comprises:

displaying software bundles for maintaining homogeneity

between at least two of said targets.

6. The computer-implemented method of claim 1, wherein
said displaying software bundles further comprises:

displaying software bundles for maintaining non-homoge-

neity between at least two of said targets.

7. The computer-implemented method of claim 1, wherein
said targets are selected from a group consisting of: a host
system, a physical device, virtual machine, and firmware.

8. The computer-implemented method of claim 1, wherein
at least two of said software bundles are provided by different
vendors.

9. A non-transitory computer-readable storage medium
having instructions embodied therein that when executed
cause a computer system to perform a method for selection of
relevant software bundles, said method comprising:
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receiving a selection of targets in a datacenter for updating

software associated with said targets;

in response to said selection, displaying software bundles

relevant for updating software associated with at least
one of said selected targets;

receiving a selection of said software bundles wherein said

displaying software bundles further comprises at least
one of:
displaying software bundles for changing at least two of
said targets to change from being homogenous to non-
homogeneous, and displaying software bundles for
changing at least two of said targets to change from
being non-homogenous to homogeneous; and

automatically determining dependency relationships
between said targets and other targets.

10. The non-transitory computer-readable storage medium
of claim 9, wherein at least two of said selected targets are
homogeneous.

11. The non-transitory computer-readable storage medium
of claim 9, wherein at least two of said selected targets are
non-homogeneous.

12. The non-transitory computer-readable storage medium
of claim 9, wherein said targets are selected from a group
consisting of: a host system, a physical device, virtual
machine, and firmware.
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13. The non-transitory computer-readable storage medium
of claim 9, wherein at least two of said software bundles are
provided by different vendors.

14. A system for selection of relevant software bundles,
said system comprising:
a target accessor for accessing selected targets in a data-
center for software updates;

abundle displayer for displaying software bundles relevant
for updating software associated with at least one of said
selected targets said bundle displayer further configured
for performing at least one of: displaying software
bundles for changing at least two of said targets to
change from being homogenous to non-homogeneous,
and displaying software bundles for changing at least
two of said targets to change from being non-homog-
enous to homogeneous; and

a bundle accessor for accessing selected software bundles
for updating said selected targets said system further
configured for automatically determining dependency
relationships between said targets and other targets.
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